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ABSTRACT 

In this paper, a probabilistic roadmap planner algorithm with 

the multi robot path planning problem have been proposed by 

using the A* search algorithm in a dynamic environment. The 

whole process consists of two phases. In the first phase: 

Preprocessing phase, the work space is converted into the 

configuration space, constructing a probabilistic roadmap 

graph in the free space, and finding the optimal path for each 

robot using a global planner that avoids the collision with the 

static obstacles. The second phase: Moving phase, moves each 

robot in a prioritized manner from its starting point to its 

ending point through a near optimal path with avoiding 

collision with the moving obstacles and the other robots. A 

comparison has been done with the depth first algorithm to 

see the difference. The simulation results shows that choosing 

A* search algorithm affect positively the speed of the two 

phases together in comparison to the depth first search 

algorithm.   
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1. INTRODUCTION 
Path planning of both single robot and multiple robots has 

been widely investigated [1] because of its potentially 

usefulness in many applications such as moving containers in 

harbors, storage systems in factories and luggage handling 

systems at airports [2]. But the applications of path planning 

are not just restricted to the field of robotics, but also can be 

used in another fields such as virtual environments, computer 

aided design, and maintenance planning [3]. 

The movement of these robots should take the shortest path 

between the starting point and the ending point and avoid the 

collision with the obstacles that may occur in its way such as 

walls, peoples and other robots. 

In most of the problem solving approaches there are measures 

that specify the quality and goodness of the approach. In robot 

path planning, these measures as defined by [4] are: 

1. Completeness: the planner should find the solution (path 

from start to goal) if there is one, in some situations the 

planner can't guarantee to find the solution even if it exists; 

this is due to some problems like dead-lock. 

2. Optimality: the solution or the path that is found should be 

the shortest between all the potential solutions exists.  

3. Uncertainty: in some situations the robot may have little or 

no information about the environment or its work space, so 

how the planner can deal with such situation to find the path.  

Path planning problems can be categorized either according to 

the number of the robots in the workspace or to the type of the 

environment used. In the first categorization, the problem can 

be a single or a multi robot path planning.  

The problem of multi robot in a 2D rectangle with moving 

rectangles as obstacles is proved to be NP-hard [5]; as the 

number of robots increased, the degree of freedom (DoF) 

increased, which causes increased computation time and 

complexity [4]. The multi-robot problems also can be 

classified as centralize (coupled) or decentralized (decoupled) 

according to the way that the robots are organized [6]. 

Decoupled approaches plan the path independently for each 

robot, then modify these path to prevent the collision that may 

occur between the robots. Coupled approaches deal with the 

robots as one composite robot that combines the sum of all the 

degree of freedom DOF [7]. The decoupled approaches can be 

either prioritized or coordinated. The second type of 

categorization is depend on the environment of the robots, 

static or dynamic, which means static or moving obstacles. 

Fig.1 shows most of the situations that can be found on the 

robot path planning problem. 

 

In this paper, a probabilistic roadmap planner algorithm with 

the multi robot path planning problem has been implemented 

by using the A* search algorithm in a dynamic environment. 

Previously [3, 8] used a global and a local planners, in this 

implementation just one planner we used that specify the near 
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optimal path and convert it to a trajectory.  In each step in this 

trajectory, a detection collision check is made to avoid the 

moving obstacles. The whole process consists of two phases. 

In the first phase (Preprocessing phase), the work space is 

converted into the configuration space, constructing a 

probabilistic roadmap graph in the free space, and finding the 

optimal path for each robot that avoids the collision with the 

static obstacles. The second phase (Moving phase), moves one 

robot at a time according to a predefined priority from its 

starting point to its ending point through its optimal path and 

avoiding collision with the moving obstacles and the other 

robots. The same approach is implemented using depth first 

search instead of A* to see which one is best and give good 

results in speed of execution and optimality. 

This paper is organized as follows; section 2 shows the related 

work in the literature, in section 3 we discuss the proposed 

algorithm, section 4 shows the simulation results, and finally 

we discuss the results in section 5. 

2. PREVIOUS WORK 
The multi robot path planning problem can be categorized to 

either centralized approach or decoupled planner. The 

centralized approaches [9] deal with the robots as a single 

composite robot and any single robot path planning approach 

can be applied to it to find a solution. Theoretically, it is 

assumed complete, that it is find optimal solution if one exists. 

But it suffer from the complexity, that if the number of robots 

increased then the time needed to find the solution increased 

exponentially. A global cell decomposition approach was 

taken by [10], where in a unified configuration space 

representation the obstacles and other robots are incorporated. 

The algorithm first decomposed the free space into cells, and 

then it searches for a path through the resulting adjacency 

graph. An attractive potential fields used in [11] over the 

workspace which applied to a specific point on the robot 

body, and then these potentials are combined in configuration 

space to attract the whole robot toward the desired goal. An 

algorithm [12] is proposed to solve centralized multi robot 

path planning specifically on a graph have at least two empty 

vertices. Two primitives have been employed in this 

algorithm: push and swap. The former primitive used where a 

robot moves toward its goal until no progress can be made. 

The later allows two robots to swap positions without altering 

the position of any other robot. On the other hand, the 

decoupled multi robot path planning finds the path for each 

robot independently. It differs from the centralized in the 

completeness and the complexity. In some problems, there is 

no guarantee to find a solution even a one is exists. Planning 

for each robot individually make it less complexity than the 

centralized approaches. The decoupled approaches also 

categorized into prioritized [13, 14, 15, 16] planning and path 

coordination. The prioritized path planning was first proposed 

by [17], where priorities are assigned to each robot either 

from motion constraints or randomly. 

Path coordination planner [1, 2, 18] decomposes the planning 

problem into path planning and velocity planning. In the first 

step, the path planning generates individual robot paths 

independently, using any common single robot path planners. 

The second step, it plans a velocity profile that each robot 

should follow while it moving to avoid collisions with other 

robots. 

A sate time space is proposed [8, 19] as collision avoidance 

approach in dynamic environments. It is represented by a two 

dimensional diagram, the horizontal axis represents the time 

and the vertical axis represents the moving obstacles. When 

an arc of the network crosses by an object moving in the 

plane, the moving object cover temporarily some portion of 

the arc. This portion is represented as a polygonal area in the 

diagram. 

Most of the multi robot path planning used the probabilistic 

roadmap method (PRM) [3, 20] to build a graph in the free 

space part of the configuration space. The solution obtained 

by this method represent a near optimal because of the 

randomly generation of the graph. Decomposing the map of 

the multi-robot path planning into subgraphs of particular 

known structure (cliques, halls, and rings) [21, 22, 23], which 

place constraints on which robots can enter or leave at a 

particular time. It made possible to plan hierarchically which 

can provide a significant improvement in planning time over a 

non-hierarchical planner. A modified algorithm D* or 

Dynamic A* [24], which is an extension to the original A* 

used in almost all the path planning problem. The name 

dynamic is used because the arc cost can change during the 

problem solving process, so the algorithm can re-plan locally. 

Then an extension to D* is presented [25], which reduce 

computational costs and minimize state expansions by 

focusses the cost updates. 

3. PROPOSED ALGORITHM 
The proposed algorithm consists of two phases: the 

preprocessing phase and the moving phase. The former is 

responsible of graph generation and path selection, and the 

latter is responsible of robots moving and collision avoidance. 

3.1 Preprocessing phase 
The preprocessing phase is shown in Figure 2. The first step 

of this phase is the dilation process. The dilation operation 

grows or thickens objects in a binary image, it is controlled by 

an object called "structuring element". The result of this 

process is converting the work space (W) to configuration 

space (C). In our work, we assumed the robots to be a rigid 

body with the same shape which is a disc and the center of the 

disc as a reference point. As a result of the dilation process, 

the configuration space will contain point robots and 

expanded obstacles. So it will be easier to move a point than 

moving a circle.  

Sliding the robot from its reference point around the each 

obstacles in such a way that they are always in contact, as 

shown in Figure 3. Where C= n for n=1, 2, and 3, and the 

robot is a rigid body that is restricted to translation only, for 

any two sets X, Y    n the dilation is computed from 

Equation 1. 

                                                     
(1) 
In the second step, it is necessary to set the points of the 

robots (starting and ending) as obstacles to prevent them from 

coincide with the graph vertices when we build the graph in 

the next step. The third step in this phase is the graph 

generation, on which finding the solution and even the 

optimality of the solution depend. It starts by randomly 

generating points in the free part of the space which is not 

occupied by the obstacles. 

These points form the vertices of the graph are constructed to 

be used in the search for a solution path. The number of points 

to be generated must be chosen carefully because it affects in 

execution time and the optimality of the solution. If a large 

number of points are generated then this may produce a near 

optimal solution, but it resulting in a high time execution 

while searching for this solution. 
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On the other hand, if a small number of points generated then 

this will cause in a poor connected graph with lower coverage 

in the configuration space, affecting the optimality of the 

solution or even find the solution itself. The proportion of the 

free space to the occupied space is also an important factor 

that must be considered in choosing the number of points.  

The next step will be connecting each vertex to every 

reachable vertex by edges to complete building the graph. A 

reachable vertex is one where there are no obstacles between 

the vertexes. Now, the graph is ready to find the optimal path 

to every robot by connecting robot's starting and ending points 

with the nearest vertex to each. Then a check is made to see if 

there is at least one path from the starting point to the ending 

point. If this check is fail, this mean that there is no such a 

path connect the points then we need to generate a new graph. 

As a final step, the paths of the robots beginning from the 

robots starting point and ending with the robots ending point 

are converted to trajectories. These trajectories are represents 

a small unit steps that the robots will move in each unit time 

towards the goal.  The steps are computed from Equation 2, 

where    represents the velocity of the robot, Δt is a small 

amount of time between each move, and   is the edge length. 

       
 

                                                                          
(2)  
Algorithm (1) state how to build the roadmap graph. 

ـــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــ  

Algorithm 1 Graph Generation 

ـــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــــ  

1:  i=0; 

2:  while i < Number_Of_Points 

3:     randomly generate vertex(x,y); 

4:     if vertex(i)   Cfree then 

5:          Graph.add_vertex(vertex(i)); 

6:          i= i + 1; 

7:          for each a   neighborhood(vertex(i),Graph) 

8:              if ((not Graph.same_component(vertex(i), a)) and        

connect(vertex(i), a)) then 

9:                 Graph.add_edge(vertex(i), a); 

10:              endif 

11:         endfor 

12:   endif 

13:  endwhile 

 

3.2 Moving Phase 
According to a pre-assigned priority to robots, they are moved 

one after another through its trajectories one step (  ) at a 

time t with a small amount of time    between robots moves.  

In each step, the planner will check for collision against 

moving obstacles and other robots, depending on the result of 

the collision checking it decides the next move. The next 

move that any robot can do is either moving forward      , 

stop in place    , or moving backward  –    . The speed 

     considered to be constant and one step at a time. Figure 

4 shows the moving phase which starts at time zero. 
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4. SIMULATION RESULTS 
The simulation has been done by software built using 

MATLAB R2011a. The environment represented by a binary 

image of 400 * 400 dimensions. Each pixel can be either zero 

(free cell) or one (occupied cell). Figure 5 shows a snapshot of 

the configuration space with the static obstacles (big blocks) 

and the moving obstacles (small blocks).  The robots starting 

points (Rsn) are in the bottom and its goal points (Rgn) in the 

top. 

As a part of the preprocessing phase, the node generation in 

the free space part of the configuration space is shown in 

Figure 6, where the process is done randomly to ensure a 

uniform distribution. The number of nodes generated here is 

100, representing a good balance between a high connected 

graph and a poor connected graph. Figure 7 show how these 

nodes are connected by edges to complete the graph that will 

be used in finding the near optimal path between the robots 

points. The connection is restricted to a threshold that 

specifies the long of each edge in the graph and prevents the 

graph to become highly connected. In Figure 8, a trace of the 

robots movement can be seen through the configuration space 

from its starting points to its ending points and avoiding the 

obstacles in its way. 

 

 

 

Fig.6. Nodes generated in the free space 

 

Fig.7. Probabilistic Roadmap 

 

Fig.8. Robots moves using PRM 
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Table (1) show the time needed to complete the preprocessing 

phase in the A* and the depth first search and in many 

different number of robots in the configuration space starting 

with two robots until reach forty robots. In the table, the mean 

and the standard deviation are listed of ten runs done to each 

case to make ensure of the results we obtained. For each run, 

the vertices of the graph were randomly produced – therefore 

different mapping obtained. The change in time can be seen 

for the A* from the case of two robots which is 1.49 seconds 

to the case of forty robots which is 3.43, approximately 

duplicated. In DFS it takes 5.79 seconds in the case of two 

robots and 80.6 in the case of forty robots, approximately 

duplicated eight times. 

From these numbers, the time is changed slightly in A* than 

the depth first as the number of robots increased. Therefore, 

the depth first search takes more time in the preprocessing 

phase than the A*. The standard deviation σ listed on the table 

to show how much variation or dispersion from the mean 

exists in the ten runs, because in each run we have a different 

graph generated randomly. A low standard deviation indicates 

that the data points tend to be very close to the mean; a high 

standard deviation indicates that the data points are spread out 

over a large range of values. 

In table (2), if the case of two robots in A* taken, it spent 7.7 

seconds to moves the robots from its starting points to its 

goals with a pulse time 0.005 second between each move. 

And 8.4 seconds in the case of forty robots. While in DFS it 

spent 8.3 in the case of two robots and 9.5 seconds in the case 

of forty robots. Approximately, the change from the first case 

to the last case is the same, but the A* takes less time. This is 

because the paths gathered in the preprocessing phase in A* is 

more optimal (shortest) than the DFS. 

The data gathered in the two phases is plotted in figures 8 and 

9 to make it much clearer. 

Table 1. Preprocessing Phase 

 

Table 2. Moving Phase With a pulse time 0.005 

 

 

 

 

5. CONCLUSION 
In this paper, the problem of multi robot path planning by 

using A* search algorithm in a dynamic environment have 

been presented. The problem is divided into two phases: 

preprocessing phase and moving phase. Most of the work is 

done in the first phase to reduce the computation time needed 

in the second phase. The A* is a heuristic search which use 

heuristic functions when it decide which path must be taken. 

In some applications, the computation of these functions need 

more time which affect negatively in execution time. On the 

other side, the Depth First is a blind search and it doesn't 

Fig.9. Plotting the times of the A* and 

DFS search algorithms in Preprocessing 

Phase 

Fig.10. Plotting the times of the A* and 

DFS search algorithms in Moving Phase 
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spend any time in the process of path selection because it 

chooses blindly the first path founded. The main reasons 

behind choosing depth first search against A* is to see the 

impact of computing the heuristic function in the speed and if 

there is optimality in choosing A* rather than depth first.  

From the obtained results in table (1) which represents the 

preprocessing phase, the time needed by A* is less than the 

time needed by DFS. And the increasing in time from case to 

case is also less than the DFS. From this, it can be concluded 

that A* is better than DFS because as the number of robots 

increased to very large numbers in a planner using DFS, the 

time needed to execution also become very large. In the 

second phase and from table (2) we noticed the time of 

execution of the A* is also less than the DFS, this means that 

the paths chosen in the first phase are more optimal than those 

chooses by Depth First which led to less execution time. 
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