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#### Abstract

Organizations such as IT industry, colleges and Scientists regularly encounter problems to handle large data sets for their different purpose in many areas as for example biological research. These limitations also affect internet search to fetch data, business for analysis etc. So it is simply needed generalized but special types of compression algorithm for dissimilar data to get utmost saving percentage. In this article Compression of biological data that is single and double strand DNA and single strand RNA have been considered. Since biological data are less random compare to any text data that means redundancy within the sequences are more but they have some special property as for example different types of repeat one of such repeat is called dinucleotide repeat .This type of repeat are more in any sequence. Here the two proposed algorithm are based on this repeat using static fixed length LUT for input file and output file mapping.
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## 1. INTRODUCTION

Till now in most of the nucleic acid sequences compression algorithm, only completely specified bases that are A, C, G and $\mathrm{T} / \mathrm{U}$ [1-2]. That means if any sequence contains some of the incompletely bases, although it is a rare case then those techniques will not be adequate. So there is need of some different algorithm which has the generalized property. That means those techniques can handle only four completely bases [3-5] as well as eleven incompletely specified bases. The primary bases are adenine (A), cytosine (C), guanine (G) which are exist in both DNA and RNA sequence, thymine (T) only in DNA and uracil (U) in RNA respectively. The above said symbols are typically called bases in genome. Other than theses symbols there may exists some intermittent and incompletely specified bases in nucleic acid sequences these are K, M, R, S, W, Y, B, D, H, V, N respectively [6]. The incompletely specified bases can be represent in terms of A, C, G and T/U where Keto ( K ) may be G or T, Amino (M) A or C, Puine (R) A or G, S C or G, W A or T, Pyrimidine (Y) C or T all of these having $50 \%$ probability between two primary bases. The following bases which may have one of the three primary bases are B-C or G or T, D A or G or T, H A or C or T and V A or C or G respectively. The last one N may be A or C or G or T . The above said bases relevant for
both deoxyribonucleic acids (DNA) and ribonucleic acids (RNA) respectively. The only difference is in $T$ and $U$ in case RNA it is $U$ where $T$ for DNA. So the deduction of RNA sequences from the subsequent DNA sequences is just a replacement of all occurrence of U by T in the corresponding incompletely specified bases. Since the difference between DNA and RNA is just by single bases so storing process are quite equivalent both for DNA and RNA. So programmer need not to make different data bank for DNA and RNA. Here no discrimination between lower and upper case letters have been considered also i.e. ' A ' is equivalent to ' a ' and so on. All symbols have their corresponding complement but only for DNA not for RNA they are A-T, C-G, K-M, M-K, R-Y, Y-R, B-V, D-H, H-D, and V-B. Some symbols are self complement they are $\mathrm{S}, \mathrm{W}$, and N .

## 2. BRIEF REVIEW

There have a lot of pre-existing DNA sequence compression. Here only few of them have been explained.

Some authors use the property approximate repeat [7]. Approximate repeats are subsequences of a sequence which can be transformed into a copy of the original previous subsequences using edit operations such as substitution, insertion and deletion. But the searching process is time consuming, to save time greedy approach misses long repeats which prohibits from receiving high compression.
The tandem repeat finder [8] which is a program to analyze DNA sequences. It is used to find the two or more contiguous exact or approximate pattern in a sequence. It helps to find which portions of a genomic sequence are similar and which are not.

Another compression, which divides the entirely scanned DNA sequence into factors of length four, is Hashbased (Ateet Mehta et al, 2010) [9] and as its name itself suggests, the algorithm initially builds a hash table and assigns a unique character to each of the factors which act as the hash key. Each factor of length four is assigned corresponding unique characters to each of the factors. But this algorithm doesn't consider any junk characters in the sequence.

In this article completely specified as well as all incompletely specified bases have been considered. So here the proposed compression techniques are more flexible to switch a wide variety of bases.

Rest of the article organized as follows. Section 3 two proposed generalized and specially designed algorithms which
have four sub－sections explain four important basics of the two algorithms，sections 4 results after applying this algorithm on a set of twelve biological data，section 5 conclusions and discussions，section 6 future work and finally section 7 references．

## 3．PROPOSED ALGORITHMS

This article contains two proposed algorithms B2（Block Two）and B2DNR（Block Two of Dinucleotide Repeats） respectively as explained below．These two algorithms are based on four possible fundamentals．These are explained below respectively．

## 3．1 Static fixed length Look up table

Both algorithms are based on mapping implemented by static fixed length LUT．

Here all the input sequences are of frequent and rarely specified bases in nucleic acid sequences $\{\mathrm{A}, \mathrm{C}, \mathrm{G}, \mathrm{T}$ or U$\}$
and $\{\mathrm{K}, \mathrm{M}, \mathrm{R}, \mathrm{S}, \mathrm{W}, \mathrm{Y}, \mathrm{B}, \mathrm{D}, \mathrm{H}, \mathrm{V}, \mathrm{N}\}$ respectively．There are total $15^{\wedge} 2=225$ combinations are formed using the above 15 characters as a combination of two．Using input－output mapping process those 225 combinations are mapped into 225 ASCII character out of possible 256 ASCII character．The resultant mapping table is shown in table 1 ．Reverse mapping is done at decompression process．

## 3．2 ASCII characters

Here some chosen 8 bit ASCII characters are used．
In both algorithms，as the total number of ASCII character required is 225 so among 256 available ASCII character 225 can be selected easily．So the number of remaining characters are $(256-225)=31$ ．Out of which 15 possible input characters not be used．Now the remaining characters are $(31-15)=16$ ．Two characters gives new line and five characters do not give correct mapping，so the remaining（16－2－5）$=9$ characters are used for repeat count．

Table 1：Static Look up table for all specified bases

| ¢ | $\begin{array}{\|l\|l}  \\ \hline \end{array}$ | \％ |  | \％ | 咙 | $\stackrel{\text { \％}}{\sim}$ | $\begin{array}{\|l\|} \hline \frac{0}{0} \\ \hline \end{array}$ | ¢ |  | \％ | 皆 | ～ | 淢 | $\stackrel{y}{\circ}$ |  | ๗ |  | $\left\lvert\, \begin{aligned} & \stackrel{y}{⿷ 匚} \\ & \end{aligned}\right.$ |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| ＜ | $\begin{aligned} & \text { 을 } \\ & \text { 坒 } \end{aligned}$ | § | $\begin{array}{\|l\|} \hline \frac{\pi}{a} \\ \frac{e}{c} \\ \hline \end{array}$ | S | $\begin{aligned} & \text { 吉 } \\ & \text { 总 } \end{aligned}$ | U | $\begin{gathered} 0 \\ \frac{0}{6} \\ \frac{丷}{c} \end{gathered}$ | « | $\begin{aligned} & \stackrel{\circ}{0} \\ & \stackrel{0}{0} \\ & \stackrel{y}{c} \end{aligned}$ | $\stackrel{\square}{\lambda}$ | $\begin{aligned} & \stackrel{\rightharpoonup}{\mathrm{o}} \\ & \stackrel{\rightharpoonup}{\mathrm{E}} \\ & \frac{\mathrm{e}}{0} \end{aligned}$ | 3 | 弇 | ふ | $\begin{aligned} & \stackrel{\text { N }}{\hat{N}} \\ & \text { 总 } \end{aligned}$ | $\sum$ |  | $\Sigma$ | $\begin{aligned} & \text { 을 } \\ & \text { 릉 } \end{aligned}$ | 区 |  | $\infty$ |  | $\stackrel{4}{3}$ |  | ค |  |  | 举 |
| ¢ | $\begin{aligned} & \text { F } \\ & \text { 毞 } \end{aligned}$ | F | $\begin{aligned} & \text { त } \\ & \text { 皆 } \end{aligned}$ | E | $\begin{aligned} & \text { 壱 } \\ & \text { 总 } \end{aligned}$ | $\bigcirc$ |  | ¢ |  | 5 |  | 3 | $\begin{aligned} & \text { ミ } \\ & \text { 总 } \end{aligned}$ | 5 |  | $\Sigma$ |  | \％ | $\begin{aligned} & \text { 등 } \\ & \text { 若 } \end{aligned}$ | F |  | ¢ | 寅 | 5 |  | － |  |  | 哭 |
| 4 | $\begin{aligned} & \text { N } \\ & \text { 皆 } \end{aligned}$ | $\checkmark$ |  | U | $\begin{aligned} & \text { 栄 } \\ & \text { 䆘 } \end{aligned}$ | U | $\begin{gathered} \infty \\ \stackrel{\infty}{e} \\ \stackrel{e}{c} \end{gathered}$ | \％ |  | $\checkmark$ |  | 3 | $\stackrel{\infty}{\stackrel{\infty}{7}}$ | U |  | $\Sigma$ | 资 | \％ | － | \％ | ＂ | ${ }_{\sim}^{4}$ | $\begin{gathered} \stackrel{\rightharpoonup}{e} \\ \frac{\stackrel{\rightharpoonup}{e}}{0} \end{gathered}$ | $\bigcirc$ |  | $\bigcirc$ |  |  | 管 |
| $\bigcirc$ | $\begin{aligned} & \text { 志 } \\ & \text { 突 } \end{aligned}$ | $\bigcirc$ | $\begin{aligned} & \text { à } \\ & \text { 总 } \\ & \text { en } \end{aligned}$ | 0 | $\begin{aligned} & \text { 䓀 } \\ & \text { 単 } \end{aligned}$ | O | $\begin{aligned} & o \\ & \frac{0}{e} \\ & \text { ene } \end{aligned}$ | $\stackrel{\square}{\sim}$ | $\begin{aligned} & \infty \\ & \stackrel{\infty}{E} \\ & \stackrel{E}{6} \end{aligned}$ | $\bigcirc$ |  | 3 | 若 | 0 |  | $\stackrel{\cup}{2}$ | $\begin{aligned} & \text { n } \\ & \stackrel{n}{2} \\ & \text { en } \end{aligned}$ | $\bigcirc$ | 硡 | O |  | 0 | $\begin{aligned} & \stackrel{\rightharpoonup}{0} \\ & \frac{\text { en }}{0} \end{aligned}$ | $\bigcirc$ |  | O |  | \％ | 志 |
| \％ |  | $\cong$ | $\begin{aligned} & \text { 弟 } \\ & \text { 总 } \end{aligned}$ | 응 | $\begin{aligned} & \text { 管 } \\ & \text { 总 } \end{aligned}$ | 웅 | $\begin{aligned} & \stackrel{0}{2} \\ & \text { 苞 } \end{aligned}$ | $\stackrel{\sim}{\sim}$ | $\begin{aligned} & \text { 彦 } \\ & \text { 皆 } \end{aligned}$ | $\approx$ |  | $\stackrel{3}{3}$ |  | $\approx$ |  | $\stackrel{\sim}{2}$ | － | $\stackrel{\sim}{v}$ | 只 | 폭 | $\stackrel{\square}{0}$ | 씅 | $\begin{aligned} & \text { त्य } \\ & \text { 릉 } \end{aligned}$ | $\because$ | ¢ | ลั |  |  | 等 |
| そ |  | $\succsim$ | $\begin{aligned} & \overrightarrow{\mathrm{M}} \\ & \text { 总 } \end{aligned}$ | 己 | 管 | ไૅ | $\begin{gathered} \frac{0}{6} \\ \frac{6}{0} \\ \hline \end{gathered}$ | $\gtrsim$ | $\begin{aligned} & \overline{\hat{e}} \\ & \text { 皆 } \end{aligned}$ | $\grave{y}$ |  | 3 | $\begin{aligned} & \overline{3} \\ & \text { 总 } \end{aligned}$ | え |  | $\grave{\Sigma}$ | $\begin{aligned} & \text { n } \\ & \stackrel{\text { en }}{\text { en }} \end{aligned}$ | \％ | 츨 | $\pm$ | E | ¢ | $\begin{aligned} & \text { 坒 } \\ & \text { 恶 } \end{aligned}$ | $\zeta$ |  | $\stackrel{\square}{\square}$ |  | z | 告 |
| 3 | $\begin{aligned} & \text { 들 } \\ & \text { 弇 } \end{aligned}$ | 3 |  | 3 | $\begin{aligned} & \text { 壱 } \\ & \text { 总 } \end{aligned}$ | 3 3 | $\begin{gathered} \stackrel{( }{0} \\ \text { 坒 } \end{gathered}$ | 3 | $\begin{aligned} & \text { O} \\ & \text { 黄 } \\ & \text { 年 } \end{aligned}$ | $3$ | $\begin{aligned} & \stackrel{\rightharpoonup}{0} \\ & \frac{1}{E} \\ & \stackrel{y}{c} \end{aligned}$ | $3$ |  | 3 |  | ${ }_{2}$ | $\begin{aligned} & \text { 合 } \\ & \text { 会 } \end{aligned}$ | 3 | $\begin{aligned} & \text { N } \\ & \text { 若 } \end{aligned}$ | 3 | © | ${ }_{\sim}$ |  | 3 | 年 |  |  | z | 菏 |
| \％ | $$ | $\check{\hbar}$ |  | U | $\begin{aligned} & \text { 莗 } \\ & \text { 坒 } \end{aligned}$ | $\checkmark$ |  | $\leadsto$ |  | $\sim$ |  | 3 | $\begin{aligned} & \text { N } \\ & \text { 言 } \\ & \text { 릉 } \end{aligned}$ | $\stackrel{\square}{2}$ |  | $\sum_{2}^{n}$ |  | $\%$ | $\begin{aligned} & \text { N } \\ & \text { 坒 } \end{aligned}$ | ํ | © | $\propto$ | $\begin{aligned} & \text { à } \\ & \text { 릉 } \end{aligned}$ | $\cdots$ | 完 | a |  | \％ | 析 |
| $\sum$ | $\begin{aligned} & \frac{9}{\hat{e}} \\ & \frac{\text { en }}{0} \end{aligned}$ | $\grave{k}$ | $\begin{array}{\|l\|l} \text { 兴 } \\ \text { 皆 } \end{array}$ | E |  | ${ }_{5}$ | $\begin{gathered} \stackrel{y}{0} \\ \text { 辱 } \end{gathered}$ | $\Sigma$ | $\begin{aligned} & \text { 言 } \\ & \text { 尊 } \end{aligned}$ | $\sum$ | 总 | $\sum_{3}^{\pi}$ | $\begin{aligned} & \text { 薮 } \end{aligned}$ | $\Sigma$ |  | $\sum_{\lambda}^{\sum}$ | 会 | 5 | $\begin{aligned} & \text { त } \\ & \text { 䨐 } \end{aligned}$ | $\Sigma$ | © | \％ |  | $\Sigma$ | $\stackrel{\text { ciel }}{ }$ | $\stackrel{\Sigma}{2}$ |  | z | 骨 |
| 学 | $\begin{gathered} \text { à } \\ \text { 를 } \end{gathered}$ | $\stackrel{Y}{F}$ | $\begin{array}{\|l} \text { 会 } \\ \text { 皆 } \end{array}$ | 艺 | $\begin{aligned} & \stackrel{\circ}{\mathrm{h}} \\ & \text { 亮 } \end{aligned}$ | 능 | $\begin{aligned} & \frac{0}{6} \\ & \frac{6}{e} \\ & \frac{2}{c} \end{aligned}$ | $\stackrel{\square}{2}$ | $\begin{aligned} & \text { 兴 } \\ & \text { 尊 } \end{aligned}$ | $\stackrel{y}{\gamma}$ | $\begin{aligned} & 0 \\ & 0 \\ & \text { 晋 } \end{aligned}$ | $\frac{y}{3}$ |  | $\approx$ |  | $\stackrel{2}{2}$ | － | \％ | 只 | \％ | 毖 | 号 | 停 | $\stackrel{y}{3}$ | 先 | ¢ |  | z | － |


| 牫 | $\begin{aligned} & \overline{\text { ®en }} \\ & \text { 总 } \end{aligned}$ | F | 道 | E | 彦 | 풍 | $\begin{aligned} & \text { P} \\ & \text { 苍 } \\ & \hline \end{aligned}$ | 込 | $\begin{aligned} & \stackrel{\circ}{2} \\ & \stackrel{\rightharpoonup}{e} \\ & \stackrel{y}{c} \end{aligned}$ | $\pm$ | $\begin{aligned} & \overline{7} \\ & \text { 毞 } \end{aligned}$ | \％ |  | 動 | 誓 | $\Sigma$ |  | 江 |  | 弫 |  | ェ |  | \％ |  |  | － | 㶪 | 気 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| \％ | $\begin{aligned} & \text { त्̃ } \\ & \text { 音 } \end{aligned}$ | $\stackrel{\sim}{\sim}$ | 彦 | ® | N | 응 | $\begin{aligned} & \text { N } \\ & \text { 些 } \end{aligned}$ | $\stackrel{\sim}{\sim}$ | $\begin{aligned} & \stackrel{\rightharpoonup}{e} \\ & \stackrel{e}{c} \\ & \text { en } \end{aligned}$ | $\sim$ | $\begin{aligned} & \cong \\ & \text { N } \\ & \text { 类 } \end{aligned}$ | $\sum_{3}^{\infty}$ |  | $\sim$ | 毖 | $\Sigma$ | $\frac{\pi}{c}$ | $\stackrel{\square}{\square}$ |  | $\pm$ | Ex ex ex | $\stackrel{\sim}{\infty}$ |  | $\stackrel{\infty}{ }$ |  | ค | 先 | \％ | N |
| て | $\begin{aligned} & \text { IN } \\ & \text { 镸 } \end{aligned}$ | $\geq$ | 亚 | 己 | $\begin{aligned} & n \\ & n \\ & \text { 管 } \end{aligned}$ | ठ | $\begin{aligned} & \text { 䓂 } \\ & \text { 皆 } \end{aligned}$ | z | $\begin{aligned} & \stackrel{\circ}{\circ} \\ & \stackrel{\rightharpoonup}{e} \\ & \stackrel{\rightharpoonup}{c} \end{aligned}$ | z | $\begin{aligned} & \text { 들 } \\ & \text { 를 } \end{aligned}$ | 3 |  | $\succsim$ | 皆 | $\Sigma$ | 皆 | 文 |  | I | 昳 | 入 |  | 3 |  |  |  | z | 遃 |
| \％ | $\begin{aligned} & \text { 衣 } \\ & \text { 票 } \end{aligned}$ | A | $\begin{aligned} & \text { ⿳⿵人一⿲丶丶㇒一⿸⿻一丿又土 } \\ & \text { E. } \end{aligned}$ | 8 | $\begin{aligned} & \text { 帯 } \\ & \text { 类 } \end{aligned}$ | － | $\begin{aligned} & \text { e } \\ & \text { 苟 } \\ & \hline \end{aligned}$ | ลิ | $\begin{aligned} & \text { ⿳亠丷厂犬 } \\ & \text { 릉 } \end{aligned}$ | $\hat{\lambda}$ | $\begin{aligned} & \pm \\ & \stackrel{ \pm}{6} \\ & \text { ene } \end{aligned}$ | 3 | 毞 | 0 | 毞 | $\frac{1}{2}$ | 呪 | Q | 坒 | 소 | 苞 | － | $\stackrel{\text { cie }}{ }$ | 9 |  | ） |  | 会 | 铭 |
| z |  | z | $\begin{aligned} & \text { 喜 } \\ & \text { 䎛 } \end{aligned}$ | z | $\begin{aligned} & \text { n } \\ & \text { 若 } \end{aligned}$ | z |  | z | $\begin{aligned} & \stackrel{8}{2} \\ & \text { 麀 } \end{aligned}$ | Z |  | $3$ | 毖 | そ | － | $z$ | 碐 | z | 毞 | z | 晨 | 々 | 先 | z |  |  | 㗭 | 云 | 资 |

## 3．3 Line length

Line length in the sequence is the number of bytes in a line．
If the length of a line in the sequences is even then there will be no extra character，if it is odd then there will be extra character．In both algorithms if there are any extra character exist then we keep it as it is．

E．g．let us consider line length $(\mathrm{L})=70 \mathrm{bp}$ where $\mathrm{bp}=$ base pair，a unit of length in nucleic acid chains．

Then $\mathrm{L} \% 2=0$ so there are $\mathrm{L} / 2=35$ block each of size two and there are no extra base at the end of line．

If $\mathrm{L}=71 \mathrm{bp}$ ，then $\mathrm{L} \% 2=1$ so there are $\mathrm{L} / 2=35$ block each of size two and there are one extra base at the end of line．Even number line length sequences give better result compare to odd length．

## 3．4 Dinucleotide repeats

One of the properties in the sequences is dinucleotide repeats．
In B2DNR this feature has been used by counting the number of dinucleotide repeats occur in the sequence．But at a time not more than nine repeats have been counted．If there are more than nine repeats then recount the repeats．

## E．g．ACACACACACACACACACACACAC

Here total twelve blocks are same．So from index eight recounts started．

## 3．5 B2 and B2DNR compression algorithm

The compression and decompression are just reverse process．

## 3．5．1 B2 Compression algorithm

Input：Text file contains completely and incompletely specified bases in the biological sequences respectively．
Output：Compressed file of ASCII characters．
Function Compression（input．txt）
Begin
Step1：A List which adds 15 possible bases in the sequence．
Step2：A HashMap map string of length two（all possible）to chosen ASCII characters．

Step3：An input file of bases is taken to read data．
Step4：An output file is opened to write the compressed data．
Step5：Read the input file line wise．
Step6：Calculate the line length．
Step7：While str＜＞null do
／＊str is String type variable．It store a line at time＊／
While str．length（）$>2$ do
／＊used to take block size of two characters＊／
$\operatorname{subStr}=\operatorname{str}$. substring $(0,2)$
／＊subStr is a string type variable to store block of two bases＊／

Add these bases block to cbufList．
／＊cbufList is an ArrayList of String type＊／
End While
For cbuf ：cbufList do
／＊cbuf is a String variable＊／
Write the mapped value to output file
End For
End While

## End

## 3．5．2 B2DNR Compression algorithm

Input：Original file of completely and incompletely specified bases．
Output：Compressed file．
Function Compression（input．txt）
Begin

Step1: A List which adds 15 possible bases in the sequence. Step2: A HashMap map string of length two (all possible) to chosen ASCII characters.

Step3: An input file of bases is taken to read data.
Step4: An output file is opened to write the compressed data.
Step5: Read the input file line wise.
Step6: While str <> null do
/* str is String type variable. It store a line at time */
While str.length() $>2$ do
/* used to take block size of two characters */
subStr $=\operatorname{str}$.substring $(0,2)$
/* subStr is a string type variable to store block
of two bases */
Add these bases block to cbufList.
/* cbufList is an ArrayList of String type*/
End While
For cbuf : cbufList do
/* cbuf is a String variable*/

$$
\text { If cbuf.length() }=2 \text { do }
$$

If cbuf.equals(temp) do
/* temp is used to previous block */
count++;
If count $=9$
Write the count to output file count=0

End If
/* count is used to count number of dinucleotide repeats*/

## Else

If count>0 do
Write the count to output file
count=0
Write the mapped value Else

Write the mapped value
Enf If
End If
temp=cbuf;

## End If

## End For

End While
End

## 4. RESULTS

Here the above said techniques are applied on twelve sequences [10] of size in bp (base pair).

These are six Homo sapiens, sequences: IL4, transcript variant 1 (IL4, 1); IL4, transcript variant 2 (IL4, 2); MT1F; Rattus norvegicus; SERF2 and TP53AIP1, transcript variant 3 (TP53AIP1) respectively. Three Zea mays, sequences: HDZIV13_OCL13, ZM_BFc0038A03 and ZM_BFb0129K09 respectively. Three Mus musculus sequences: 496.1h6-3, $496.1 \mathrm{H} 6-5 \mathrm{~S}$ and IST15114H3 respectively. We have calculated compression factor and saving percentages by different techniques.

Table 2: Comparison of Compress Sequence Length by different techniques

| Sequence Name | Origi <br> nal <br> Seq. <br> Len. | ID, LL <br> $\&$ <br> BZIP2 | LZS <br>  <br> PP <br> M | B2 | B2 <br> DN <br> R |
| :---: | :---: | :---: | :---: | :---: | :---: |
| IL4, 1 | 660 | 402 | 358 | 321 | 307 |
| IL4,2 | 610 | 379 | 333 | 297 | 282 |
| MT1F | 468 | 363 | 281 | 228 | 217 |
| Rattus norvegicus | 442 | 332 | 256 | 215 | 207 |
| SERF2 | 536 | 355 | 295 | 261 | 252 |
| TP53AIP1 | 616 | 393 | 336 | 300 | 294 |
| HDZIV13_OCL13 | 391 | 280 | 231 | 191 | 184 |
| ZM_BFc0038A03 | 765 | 422 | 396 | 373 | 363 |
| ZM_BFb0129K09 | 682 | 385 | 355 | 332 | 321 |
| 496.1h6-3 | 687 | 414 | 350 | 333 | 320 |
| 496.1H6-5S | 384 | 322 | 250 | 186 | 176 |
| IST15114H3 | 506 | 328 | 293 | 245 | 238 |



Fig 1: The graphical representation of table 2.

Table 3: Comparison of Compression Factor by different techniques

| Sequence Name | ID, LL \& BZIP2 | $\begin{gathered} \text { LZSS } \\ \& \text { PPM } \end{gathered}$ | B2 | $\begin{gathered} \hline \text { B2 } \\ \text { DNR } \end{gathered}$ |
| :---: | :---: | :---: | :---: | :---: |
| IL4, 1 | 1.642 | 1.859 | 2.05 | 2.1 |
| IL4, 2 | 1.609 | 1.843 | 2.054 | 2.16 |
| MT1F | 1.289 | 1.665 | 2.053 | 2.157 |
| Rattus norvegicus | 1.331 | 1.727 | 2.05 | 2.1 |
| SERF2 | 1.510 | 1.817 | 2.05 | 2.12 |
| TP53AIP1 | 1.567 | 1.833 | 2.053 | 2.096 |
| HDZIV13_OCL13 | 1.397 | 1.693 | 2.047 | 2.12 |
| ZM_BFc0038A03 | 1.813 | 1.932 | 2.051 | 2.108 |
| ZM_BFb0129K09 | 1.772 | 1.921 | 2.054 | 2.125 |
| 496.1h6-3 | 1.660 | 1.963 | 2.063 | 2.147 |
| 496.1H6-5S | 1.193 | 1.536 | 2.065 | 2.182 |
| IST15114H3 | 1.543 | 1.727 | 2.065 | 2.126 |
|  |  |  |  |  |

Fig 2: The graphical representation of table 3.
Table 4: Comparison of Saving Percentage (\%) by different techniques

| Sequence Name | ID, LL <br> $\&$ <br> BZIP2 | LZSS <br> \& PPM | B2 | B2 <br> DNR |
| :---: | :---: | :---: | :---: | :---: |
| IL4, 1 | 39.091 | 45.758 | 51.364 | 53.485 |
| IL4, 2 | 37.869 | 45.409 | 51.312 | 53.771 |
| MT1F | 22.436 | 39.957 | 51.282 | 53.634 |
| Rattus norvegicus | 24.887 | 42.081 | 51.358 | 53.168 |
| SERF2 | 33.769 | 44.963 | 51.306 | 52.985 |
| TP53AIP1 | 36.201 | 45.454 | 51.299 | 52.273 |
| HDZIV13_OCL13 | 28.389 | 40.921 | 51.151 | 52.941 |
| ZM_BFc0038A03 | 44.837 | 48.235 | 51.242 | 52.549 |
| ZM_BFb0129K09 | 43.548 | 47.947 | 51.320 | 52.933 |
| 496.1h6-3 | 39.738 | 49.054 | 51.539 | 53.421 |
| 496.1H6-5S | 16.146 | 34.896 | 51.563 | 54.167 |
| IST15114H3 | 35.178 | 42.095 | 51.581 | 52.965 |



Fig 3: The graphical representation of table4.

## 5. CONCLUSIONS AND DISCUSSIONS

There are different compression techniques available usually like WinZIP, WinRAR, Gzip, Bzip2 etc but they are not appropriate for the compression of nucleic acid sequences due to some special property of those sequences. Therefore need of some specialized compression algorithms for those sequences. Although there have been different algorithm developed using the property of tandem repeat, approximate repeat, Interspersed repeats and complementary nature of DNA sequences. But those algorithms can handle only completely specified bases.
The proposed algorithms can hold both completely and all incompletely specified bases as well as use the best possible redundant property i.e. dinucleotide repeat in the sequence. Also the memory requirement, compression factor, saving percentage and compression time are good compare to the existing algorithms as shown by the above experiential results and graph. More the compression factor and saving percentage means sequence length is very less after compression

## 6. FUTURE WORK

Develop a compression algorithm to compresses any sequence level wise. That means input sequences will pass through more than one compression techniques to produce final compress data.
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