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ABSTRACT 

Manual testing is hard and time consuming and it maybe 

impossible for large systems or tester mistake in the test. The 

software testing is the rising cost of activities in development 

software and the test case generation is important activity in 

software testing. Hence researches performed to automate 

testing such as automatic test case generation. This paper 

reports a survey of recent research to generate test case 

automatically. Those are presented from UML based, graph 

based, formal methods, web application, web service, and 

combined. Those needed future researches are presented. 
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1. INTRODUCTION 
Software systems have been expanded in many sections of our 

life such as transportation, health, and media. Software 

reliability is very important and software testing is a way for 

verifying the right to work of a software system. Software 

testing is one of the most expensive activities and time 

consuming in development of software. A well tested 

software system will be validated by the customer before 

acceptance [1]. The effectiveness of this verification and 

validation process depends upon the number of errors found 

and rectified before releasing the system. This in turn depends 

upon the quality of test cases generated. 

Test case generation is the most important part of the test. To 

cut down cost of manual testing and to increase reliability of 

the test, researchers have attempted to automate it and the test 

case generation automatically has been attempting of it [1]. 

Automatic test case generation is a good method for dynamic 

testing. 

The paper is structured as follows. Section 2 a review related 

work of automatic test case generation. Finally, Section 3 

outline suggests future research steps. 

2. AUTOMATIC TEST CASE 

GENERATION 

2.1 UML based testing 
The number of researches performed system testing with 

using UML diagrams.  

The research [2] is proposed a framework for automatic test 

case generation in black box testing for Java methods. In 

reference [3] is provided an approach to convert UML 

sequence diagram into a sequence diagram graph (SDG) and 

completed SDG nodes with different information necessary in 

combination of the test vectors, the SDG is used to generate 

test cases. 

In a sample research generates test cases used to logic control 

and information of the state diagrams UML. In reference [5], 

is provided an approach to convert UML use case diagram 

into a use case diagram graph (UDG) and UML sequence 

diagram into a SDG, then combined UDG and SDG to 

generate a system testing graph (STG), finally traversed STG 

to generate test cases [4]. 

In the paper [6] is proposed the behavior models of the test 

sequences on statechart based and FSM based. The production 

environment is produced of several test methods, such as 

covering the switch, procedures DS and UIO for FSM and 

produced test coverage criteria in SCCT family for statechart 

based. 

2.2 Graph based 
Numbers of existing researches performed to generate test 

cases automatically with system graph.  

In sample work is proposed an algorithm on random paths 

(WalkTest) to solve the structural problem of test case 

generation. WalkTest obtains high quality solutions in the 

situations of random function calls walk operator repeats. The 

first WalkTest turns solutions in gray code instead of the usual 

binary code, and turns test goals to minimize the objective 

function. Then selects and edits possible solutions on a 

continuous search space of in the gray code walk operator. 

Next step sorts the test objectives (objective) by analyzing the 

related control flow graph with reduction cost in run-time 

based. Finally WalkTest collects statistical data and test cases 

[7]. 

In the paper [8] is proposed used to rules to generate test cases 

automatically and test policies is expressed, the algorithm 

completes to search the tree for the reuse of test cases. 

In a study to test automation, generates test case dynamically 

on genetic algorithms based. The system architecture consists 

of two subsystems [9]. Subsystems are program analyzer 

system (BPAS) and test case generator (ATCGS). BPAS 

subsystem analyzes the system under test. ATCGS subsystem 

searches in the input space and gets set of test cases optimized 

of test coverage criteria based on the edge / state. 

2.3 Formal methods 
Functional testing automatically is a potentially effective 

approach for software reliability, but it is a challenge due to 

the automation difficulties deriving adequate test cases and 

test oracle from informal or semi-formal specifications that 

often used to in practice [10]. Numbers of existing researches 

performed to generate test cases automatically with formal 

methods.  

A paper is proposed a decompositional approach to automatic 

test case generation of model-based formal specifications. The 

approach offers a functional scenario based test method, a set 

of test case generation criteria, a set of test case generation 
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algorithms automatically and test oracle is well defined for 

test result analysis automatically [10]. 

In the study [11] is showed a static analysis feedback and unit 

test case generation framework (KUnit). Abilities shown in 

the framework include:  

1) Full coverage extension methods to reach all the 

small stack structure 

2) Competitive tool to improve the coverage, the size 

of test set and time is generated test set. 

In the paper [12] is proposed an approach to generate test case 

on Object-Z specification based of a class, it is formalization 

based of the test case generation.  

2.4 Web application 
Numbers of existing researches performed to generate test 

cases automatically for web based applications.  

In the research [13] is proposed the tow-phase approach to 

generate test cases automatically by analyzing web 

application structure. that is defined the dependence related to 

data dependence and control dependence in the web 

application, and detected their relationship with the source 

code, and improved to generate test cases by analyzing the 

results. 

In reference [14], with respect to the test of multi-tier web 

have challenges and a defect in the activity of the intermediate 

layers, maybe spread to other layers, and web applications are 

often continuously, that is proposed an approach on the inter-

connection dependence model to generate the web pages 

sequences are more prone to failure. 

2.5 Web service 
Web Services deploy among distributed applications. To 

ensure the quality of the services are published, bound, 

invoked and integrated at runtime, test cases are generated 

automatically and the test executed, monitored and analyzed 

at runtime [15]. For this reason Numbers of investigations 

have been active for test automation, in their attempted to 

automate process or processes of testing. Number of existing 

researches performed unit testing on WSDL file and generated 

test cases automatically [15, 16, and 17].  

In the research [15] proposes an approach to generate test 

cases in the web services automatically. First that parses the 

WSDL file and transforms the DOM tree structure, then 

generates test cases from test data and test operation. In the 

research [16] proposes a formal approach to generate test case 

automatically for the web service single operation. In the 

research [17] focuses on Abstract Test Suite and Executable 

Test Suite to analyze WSDL and proposes to test WSDL 

based automatically. 

Numbers of existing researches performed integration testing 

on BPEL file in the service oriented systems with operations 

graph. 

In the research [18] proposes an approach to generate test 

cases on the process definition model a web service. First it 

creates a graph of processes in Web services. Then follow 

what the user is doing with the system, and finally provides 

the needed test cases. 

In the research [19 and 20] proposes an approach to generate 

test cases for BPEL process Stream X-machine (SXM) based. 

Those define SXM [19]: "The SXM describes a system as a 

finite set of states, an internal memory and a number of 

transitions between the states." It used to SXM to convert 

BPEL to activity flow (activity graph). 

You can automatically generate test cases from web service 

automata (WSA), WSA can be used for define the operational 

logic in BPEL [21]. 

The research [22] is provided an approach to design test cases 

based on functional properties of high-level business process 

model. 

Researches [23 and 24] implemented an approach identifies 

the changes by performing control flow analysis and 

comparing the paths in a new version of composite service 

with those in the old use to extensible BPEL flow graph 

(XBFG). 

TASSA is a framework for testing and validation in functional 

and non-functional behavior of service-based applications 

[25]. TASSA provides end-to-end testing of Service layer, 

Service Composition and coordination and business process 

of service-based applications. Another tool for automated 

testing is presented WSOTF [26]. WSOTF is an automatic 

conformance testing tool with timing constraints from a 

formal specification of web services composition that is 

implemented by an online testing algorithm. 

In a study is expressed test approach described in BPEL web 

service composition [27]. The paper [28] is proposed an 

approach to generate a testbed for service-oriented systems. 

That takes a mobility model of nodes in the network which 

the accessed services are deployed. 

The study [29] is expressed a framework is supporting tool for 

generating and executing web service requests and analyzing 

the subsequent request-response pairs automatically. 

The study [30] is proposed an approach combines 

accessibility technologies for accessing and controlling 

graphical applications (GAPs) in a uniform way with a 

visualization mechanism that enables nonprogrammers to 

generate test cases for web services by performing drag-and-

drop operations on graphical user interface (GUI) elements of 

GAPs.  

Approaches described in Table 1 with different levels of test 

coverage service based system testing. In a service may be 

provided in the composition of services used to BPEL file, the 

reason test on the parts in this table is on the BPEL file also 

put some unit testing capabilities. 

2.6 Combined 
Numbers of existing researches propose to combine the 

number of test case generation methods and achieving better 

method for automatic test case generation.  

A research is proposed an approach combines techniques the 

random test case generation and the invariant extraction and 

achieved test case generation and selection automatically. The 

result of this test program is smaller than random test case 

generation [31].  

A study is proposed an approach focuses on the theory of 

Markov chains and a combination of functions to get test 

cases for unexpected failure. It compares set of test cases 

generated by the two approaches and combines them occurs a 

more efficient of model-based testing system environment 

[32]. 
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Table 1. Web service based systems testing approaches at levels testing 

Approaches in web service 

testing 

Level Testing 

Unit Testing Integration Testing Regression Testing 
Non-Functional 

Testing 

 [15, 16, 17, 30] 

To generate 

test cases by 

WSDL 

- - - 

SAT Solver [18] - 

To generate test cases 

by processes and user 

activity 

Use to save test 

cases 
- 

 [27, 29] - 
To generate test cases 

for processes business 
- - 

SXM [19, 20], WSA [21], 

Tabu [22] 
BPEL testing 

To generate test cases 

for BPEL service 
- - 

TASSA [25] 
Layer service 

testing 

to generate test cases of 

orchestration and BPEL 

service 

- 

Layers testing, 

Coordination and 

service composition 

WSOTF [26] 
Analysis 

WSDL 

To generate test cases of 

specification system 
- - 

XBFG [23,24] - - To select test cases - 

[28] - - - 

To generate 

specification in 

mobile system model 

 

2.7 Summarized 
The paper [1] is presented a survey on automatic test case 

generation approaches that are found literature in the before 

2005 year. Several approaches are proposed to generate test 

cases include mainly random, path-oriented, goal-oriented and 

intelligent approaches and expressed researches on them. 

These approaches can be classified to static and dynamic. 

Static approaches are often symbolic execution based, 

whereas dynamic approaches obtain the necessary data by run 

of the program under test. 

Table 2 shows relation any type of automatic test case 

generation and levels of software testing. UML Based testing 

can be used to all levels. Web service testing in the unit 

testing level can be used to in the integration testing level, and 

in the integration testing can be used to system testing and 

vice versa because system can be created by BPEL process 

and BPEL process used to integration of system. 

 

 

 

 

 

 

Table 2. Type of automatic test case generation and levels 

of software testing 

Automatic 

test case 

generation 

Level testing 

Unit testing 
Integration 

testing 

System 

testing 

UML Based [2, 3, 4, 5, 6] [2, 3, 4, 5, 6] [2, 3, 4, 5, 6] 

Graph Based [7, 9] [8] [8] 

Formal 

method 
[11, 12] [10] [10] 

Web 

application 
- [13, 14] [13, 14] 

Web service [15, 16, 17] 
[15, 16, 17] 

[18…30] 
[18…30] 

 

3. Conclusions 
The part of 2 this paper was expressed automatic test case 

generation at six parts include: UML based, graph based, 

formal methods, web application, web service, and combined. 

Those proposed approaches to generate test cases. In the UML 

based approaches need UML file, and analyze that file, then 

create a graph and generate test cases for cover graph. Graph 
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based use to white box testing and need source file of 

program. Web application and web service approaches use to 

specific software and generate test cases. In the combined 

approaches achieve better method in combination of the 

number of test case generation methods. 

Future works will propose specific approaches for specific 

software in the software logic or improve existing approaches 

for specific software. Another create test cases generation 

framework for general software or specific software. Future 

work can be integration of available tools. 
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