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A Novel Block Cipher Involving a Key Bunch Matrix  

ABSTRACT 

In this paper, we have developed a novel block cipher, which 

involves a key bunch matrix in the process of encryption. In 

order to carry out the decryption process, we have obtained 

the multiplicative inverse of each key in the encryption key 

bunch matrix by using the concept of multiplicative inverse, 

and constructed the decryption matrix. In this analysis, the 

cryptanalysis clearly shows that the strength of the cipher is 

remarkable, and this cipher can be used for the transmission 

of information, like any other well-known cipher, through 

internet. 
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1. INTRODUCTION 
Cryptography is a well-known branch of Computer Science. 

Transmission of information concerned to an organization or a 

person, in a secured manner, can be achieved in a successful 

way, by designing a cipher. There are several classical 

ciphers, such as Hill Cipher [1], PlayFair Cipher [2], Feistel 

Cipher [3], DES [4], AES [5], which are well established in 

the area of cryptography. The Hill Cipher depends upon the 

modular arithmetic inverse of a key matrix. The PlayFair 

Cipher is based upon the key and the arrangement of the 

characters occurring in the alphabet (excluding the characters 

that are in the key), and a typical set of rules applied for 

writing the ciphertext corresponding to each pair of 

characters. The Feistel Cipher forms a strong foundation for 

the development of a number of block ciphers. In this, the 

plaintext string is divided into two halves. In each round of 

the iteration process, the right half, operated by the key, is 

xored with the left half. Then the left and right halves are 

interchanged for achieving confusion in a thorough manner. 

DES and AES are the subsequent developments, came into 

existence in the literature, basing upon Feistel Cipher.  In the 

last one decade, several modifications/ extensions [6-20] of 

the afore mentioned ciphers have appeared in the literature. 

In the present investigation, our objective is to develop a 

block cipher, which involves several keys that can be 

represented for convenience in the form of a matrix, called a 

key bunch matrix. In this analysis each plaintext character is 

multiplied by a key. In order to carry out the decryption 

process, the multiplicative inverse of each key is separately 

obtained. In the development of this cipher, we have adopted 

an iterative procedure, and the multiplication of the plaintext 

components and the keys is carried out in each round of the 

iteration process. Here our interest is to see, how the bunch of 

keys would influence the cipher and strengthen the cipher.  

In what follows, we present the plan of the paper.  In section 

2, we deal with the development of the cipher. Here we 

present flowcharts and algorithms required in the analysis. 

Section 3 contains an illustration of the cipher. In this, we 

discuss the avalanche effect, which gives an idea of the 

strength of the cipher. In section 4, we examine the 

cryptanalysis. Finally in section 5, we put forth the 

computations carried out in this analysis, and draw 

conclusions.  

2. DEVELOPMENT OF THE CIPHER  
Consider a plaintext P. On using EBCDIC code, this can be 

written in the form of a square matrix, given by  

P = [pij], i=1 to n, j=1 to n,              (2.1) 

where each pij lies in [0, 255]. 

Let E be the key bunch matrix for encryption. Let us suppose 

that, this can be written in the form  

      E = [eij], i=1 to n, j=1 to n.                             (2.2) 

Let D be the decryption matrix that can be written in the form  

      D = [dij], i=1 to n, j=1 to n.              (2.3) 

Here, for every given eij , we can obtain the corresponding dij 

by using the relation 

      (eij x dij ) mod 256 = 1.              (2.4) 

In view of the relation (2.4), it is to be noted that each eij is to 

be selected as an odd number, which lies in the interval [1, 

255]. Correspondingly, we get each dij as an odd number lying 

in the interval [1, 255]. 

When E = [16(i-1) +2j-1], i=1 to 16 and j= 1 to 8,            (2.5) 

we can readily find the decryption matrix D in the form 

)6.2(

255 85  51  73  199 93  59  17 

15  229 195 89  215 237 203 33 

31  117 83  105 231 125 91  49 

47  5   227 121 247 13  235 65 

63  149 115 137 7   157 123 81 

79  37  3   153 23  45  11  97 

95  181 147 169 39  189 155 113

111 69  35  185 55  77  43  129

127 213 179 201 71  221 187 145

143 101 67  217 87  109 75  161

159 245 211 233 103 253 219 177

175 133 99  249 119 141 107 193

191 21  243 9   135 29  251 209

207 165 131 25  151 173 139 225

223 53  19  41  167 61  27  241

239 197 163 57  183 205 171 1
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On carrying out the encryption, we get the cipher text C in the 

form, 

C =[cij]=[eij × pij] mod 256,                          (2.7) 

where i = 1 to n, j = 1 to n. 
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Now applying the decryption process, we get  

P = [pij] = [dij × cij] mod 256.                          (2.8) 

The flowcharts for the encryption process and the decryption 

process can be drawn in the form given below  

Here r denotes the number of rounds in the iteration process. 

Mult() is a function to obtain the decryption key bunch matrix 

D for the given E. 

The algorithms corresponding to the above flowcharts can be 

written as follows. 

Algorithm for Encryption 

1. Read P,E,n,r 

2. for k = 1 to r do 

{ 

3. For i=1 to n do 

{ 

4. For j=1 to n do 

{ 

5. pij =(eij × pij)  mod 256 

} 

} 

6. P=[pij] 

7. P= Mix (P) 

} 

8.    C = P 

9.    Write(C) 

Algorithm for Decryption 

1. Read C,E,n,r 

2. D=Mult(E) 

3. for k = 1 to r do 

{ 

4. C= Imix (C) 

5. For i=1 to n do 

{ 

6. For j=1 to n do 

{ 

7. cij = (dij × cij) mod 256 

} 

} 

8. C=[cij] 

} 

9. P=C 

10. Write (P) 

In the afore mentioned flowcharts and algorithms, we have 

used the function Mix() for mixing the binary bits of the 

plaintext, in each round of the iteration process, so that 

thorough confusion and diffusion are created  for 

strengthening the cipher. The process involved in the Mix() 

can be summarized as follows. Let  

P= [pij], i= 1 to n, j=1 to n 

be the plaintext in a round of the iteration process. Let us 

suppose that n = 2m. Then the matrix P can be written in the 

form.  
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Let us write each element of this matrix P in its binary form. 

Thus we have a matrix consisting of n rows and 8n columns. 

This is given by (2.7). 

Now focusing our attention on the first column, we consider 

the first eight bits of this column and write it in the form of a 

decimal number. Then we write the next eight bits of the same 

column (if n > 8) as the second decimal number. We follow 

this procedure and write the subsequent elements of this 

column under consideration in terms of decimal numbers. 

After this, we consider the (m+1)th column of the above 

matrix and write the decimal numbers as we have done earlier 

in the case of the first column. Then we proceed to the second 

column of this matrix and do in the same manner. After this 

we take up the next column in the second half (i.e., (m+2)th 

column) of the matrix. We arrange all these numbers one after 

another in a row-wise manner in a matrix. However, if the 

plaintext is containing less than eight rows, we consider the 

elements in the first column of the first half of the matrix and 

the elements of the first column in the second half of the 

matrix and form a decimal number. Then we write these 

decimal numbers in a row-wise manner one after the other and 

obtain a matrix of size n x n. In this way, we have mixed the 

elements of the plaintext in a thorough manner. The function 

Imix(), used in the decryption process, denotes the reverse 

process of Mix(). 

Figure 1. Flowchart for Encryption 

Read P,E,n,r 

For k=1 to r 

For i=1 to n 

For j=1 to n 

pij = (eij × pij ) mod 256 

P=[pij] 

P =Mix(P) 

C=P 

Write (C ) 

Figure 2. Flowchart for Decryption 

Read C,E,n,r 

D=Mult(E) 

For k=1 to r 

 

For j=1 to n 

 

C =[cij] 

 

Write (P) 

P =C 

 

C=Imix(C) 

 

For i=1 to n 

 

cij = (dij × cij) mod 256 
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3. ILLUSTRATION OF THE CIPHER 

AND THE AVALANCHE EFFECT 
Consider the plaintext P given below. 

Dear Husband! I thought that I would have an excellent 

life by doing IAS. I did! As you are an IPS officer you are 

getting transferred from one place to another, very 

frequently, and I was also having the same situation 

earlier. Now after becoming a secretary in the state, I do 

not know how I am to act. The bossism of this minister or 

that minister is causing my life a hell. Be writing letters as 

frequently as possible so that I feel the thrill of your letter. 

Yours.                             (3.1) 

Now let us focus our attention on the first 16 characters. This 

is given by    

Dear Husband! I                              (3.2) 

On using the EBCDIC code, we get  

   





















64 20164 79 

132149129130

16216420064 

153129133196

P

                                       (3.3) 

Let us take the encryption key bunch matrix E in the form 

   





















253225241237

13173 119107

39 41 13589 

12510115713

E
                           (3.4) 

On using the basic concept of multiplicative inverse, given by 

(2.4), we get the corresponding decryption key bunch matrix, 

D in the form 

  





















853317229

432497167  

1512555233

213109181197

D

           (3.5) 

On using (3.3) and (3.4), and applying the process of 

encryption, given in section 2, we get the cipher text C in the 

form 

  





















8  1  66 14  

74 5  5  158 

17 41 40 191 

2372225  152

C

           (3.6) 

On using (3.6) and (3.5), and applying the process of 

decryption, given in section 2, we get back the original 

plaintext P, given by (3.3). 

Now, let us examine the avalanche effect. We change the 4th 

row, 3rd column element of (3.3) from 201 to 193, Thus, we 

have one binary bit change in the plaintext P. On using the 

modified plaintext and the encryption key bunch E, given by 

(3.4), and applying the encryption algorithm, we get the 

cipher text C in the form 

   





















170235150180 

82 223111100 

13515982 36  

23 45 20 66

C

             (3.7) 

On comparing (3.6) and (3.7), in their binary form, we find 

that these two ciphertexts differ by 72 bits (out of 128). This 

shows that the cipher is expected to be very good.  

Now, on changing 4th row, 2nd column element of the key 

bunch E given by (3.4) from 241 to 240, we have one binary 

bit change. On using the modified encryption key bunch, the 

plaintext P, given by (3.3), and using the encryption 

algorithm, we get the ciphertext C in the form  

    





















1008  47 64  

23524259 37  

134245101213 

1201343  67

C

          (3.8) 

On comparing (3.6) and (3.8), after converting them in to their 

binary form, we find that the two ciphertexts under 

consideration differ by 69 bits out of 128 bits. This also shows 

that the cipher is a strong one. 

4.  CRYPTANALYSIS  
In the development of every block cipher, cryptanalysis plays 

a vital role, as this decides the strength of the cipher and 

utility of the cipher. The different types of attacks that are 

available in the literature of cryptography are 

1. Ciphertext only attack (Brute force attack) 

2. Known plaintext attack 

3. Chosen plaintext attack 

4. Chosen ciphertext attack. 

Generally every cipher is designed so that it sustains the first 

two attacks. Theoretical proofs are offered regarding these 

two attacks [21]. However intuitive indications are given and 

decisions are taken in the case of the last two attacks. 

Let us now consider the ciphertext only attack. In this, the 

ciphertext and the algorithm are known to us. In this analysis 

the size of the key bunch matrix, E is n x n. As each element 

of E is an odd number lying in [1, 255], it can be selected in 
128 ways.  Thus the size of the key space is  

        2
2

22 1.27.0107 1022128 nnnn   

If we assume that, the time required for the execution of this 

cipher with one value of the key is 10-7 seconds, then the time 

required for the computation with all the keys in the key space 

is approximately equal to 

      .1012.3
606024365

1010 151.2
71.2

2

2

yearsn
n







  

However, in the present analysis, we have taken n = 4. Thus 

the time required  
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.1012.3 6.18 years  

As this time is formidably large, it is impossible to break this 

cipher by the brute force attack. 

Let us now examine the known plaintext attack. In order to 

carry out this attack, we know as many pairs of plaintexts and 

ciphertexts that we require for this purpose. If we confine our 

attention to only one round of the iteration process, that is if r 

= 1, then the equations that we obtain from the encryption 

algorithm presented in section 2, are 

P = [eij x pij] mod 256, i = 1 to n, j=1 to n,                 (4.1) 

P = Mix(P),                (4.2) 

and 

C = P                (4.3) 

In the known plaintext attack, we know [pij], i= 1to n, j=1 to 

n, occurring in the right hand-side of (4.1), and we also know 

all the components of the ciphertext C, occurring in the 

equation (4.3). As C is known to us, we know P which is 

occurring on the left hand side of (4.2). On operating with 

function Imix on both the sides of (4.2) we can determine P 

on the left hand side of (4.1). As P and pij occurring in (4.1) 

are known to us, we can determine all eij by using 

multiplicative inverse, of course, by taking pij in appropriate 

manner. Thus the cipher can be broken when r=1. 

Let us know focus our attention on the second round of the 

iteration process. When r = 2, the equations governing the 

encryption process are given by 

P = [eij x pij] mod 256, i = 1 to n, j=1 to n,             (4.4) 

P = Mix(P),                (4.5) 

P = [eij x pij] mod 256, i = 1 to n, j=1 to n,             (4.6)     

P = Mix(P),                               (4.7) 

C = P                (4.8) 

Here, as C is known to us, we can determine P occurring on 

the right hand side of (4.8). On using this P, we can find out 

the P occurring on the right hand side of (4.7) by using Imix() 

on both the sides. Thus, the P on the left hand side of (4.6) is 

known to us. We also know the pij occurring on the right hand 

side of (4.4) as the plaintext is known. Though this is known 

to us, we cannot determine P, occurring on the left hand side 

of (4.4). Hence we cannot proceed further to find the eij (the 

elements of the key bunch matrix E). Thus, we cannot break 

this cipher in the case of the known plaintext attack, when r = 

2. Here, in our analysis as we have taken r = 16, it is simply 

impossible to break the cipher by the known plaintext attack.  

Even on using fully our intuition and making a thorough 

effort, we do not find any scope to choose a plaintext / 

ciphertext which will enable us to break the cipher.  

In the light of the above discussion, we conclude that this 

cipher cannot be broken by any attack. 

 

5. COMPUTATIONS AND 

CONCLUSIONS 
In this investigation, we have developed a block cipher by 

using a bunch of keys and their multiplicative inverses. From 

the cryptanalysis, we have found that the cipher is a strong 

one, as the keys are affecting the plaintext in each round of 

the iteration process.  

The programs for encryption and decryption are written in 

Java.  

The plaintext given by (3.1) is divided into thirty blocks. As 

the last block is containing 7 characters, we have appended 9  

0s as additional characters to make it a complete block. On 

using the key bunch E, given by (3.4), and the encryption 

algorithm given in section 2, we have obtained the ciphertext 

corresponding to each one of the blocks. Thus we have the 

ciphertext for the entire plaintext (excluding the first block for 

which the ciphertext is already given in (3.7)) in the form 

shown in (5.1). 

In this analysis, as each character is multiplied by a key in 

each round of the iteration process, the plaintext has 

undergone several transformations, and has resulted in a 

ciphertext that cannot be deciphered in any way. This is a 

simple interesting cipher that has some analogy with the 

classical Hill Cipher [1]. And this cipher cannot be broken by 

any cryptanalytic attack. 
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