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ABSTRACT  
With the recent development of open cloud systems a surge in 

outsourcing assignments from an internal server to a cloud 

supplier has been seen. The Cloud can facilitate its clients 

enormous resources hence even during heavy load conditions. 

Since the cloud needed to be handle multiple clients workload 

at same time and each client may have different resource 

requirements hence choosing proper resources for given 

workload in such a system, in any case, is a difficult problem. 

This paper addresses this streamlining issue in a cloud system 

with different client’s priority groups and resource 

requirements and proposes a bee colony based Multi-

Objective load balancing technique, to attain efficient load 

scheduling over virtual machines under cloud. The proposed 

algorithm assigns the workload on the virtual machines in 

such a way that it minimizes the total processing cost in cloud 

without sacrificing priority of tasks and load management 

performance. 
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1. INTRODUCTION 
Cloud computing holds a guarantee to provide large scale 

accessibility of resources which help its client organizations to 

choose appropriate resources depending upon their 

requirements on pay per use or depending upon agreement 

policies. Since the client does take resources from cloud it 

saves the buying cost as well as it eliminates the hassle of 

maintenance and placement. The model's appeal organizations 

essentially because of the flexibility it provides. Because of 

such advantages the number of suppliers conveying IT 

Infrastructure as a Service (IaaS) has expanded rapidly in last 

few years [1]. For example, Amazon, one of the bigger 

players in this field has expanded the quantity of cloud sorts 

from one to eight in under three years. Each one cloud system 

separates itself from the others in terms of value, number of 

virtual machines, accessible memory furthermore I/O data 

transfer capacity and costs charged for distinctive assets 

(system, memory, CPU) and performance. Nonetheless, in 

spite of these benefits, previous research has demonstrated 

that there is a confound between characteristics of cloud 

environment and clients necessities, especially for high 

performance computing applications which are strictly hard 

coupled between resources, And perform frequent 

communication between processor to processor or processor 

to other resources and needed greater synchronization [2]. The 

insufficient network performance because of improper load 

balancing or utilization of resources is a major bottleneck in 

cloud, and has been widely studied. These challenges gets 

further complicated in heterogeneity and multi-accessing 

environment however these consideration are not as mush 

studied so far. Clouds needed to evolve its configuration in 

processors, memory and network overtime, for properly 

operating in heterogeneous and multi-accessing environment 

[3]. The multi-accessing is also intrinsic of cloud and leads to 

numerous sources of interference due to frequent time sharing 

of CPU, cache, memory access, and their interconnections. 

For strictly-coupled applications which require dedicated 

resource requirements, heterogeneity and multi-accessing can 

result degradation of quality of service and even un-

predictable cloud performance, since one slow resource can 

slow down the entire application. 

2. RECENT WORK 
Due to the rising interest in cloud computing every field 

related with it getting attention of researchers and the load 

balancing in cloud is one of them which are most widely 

studied. In this section some of them are presented. Shu-

Ching Wang et al [4] presented a two-phase scheduling which 

combines OLB (Opportunistic Load Balancing) and LBMM 

(Load Balance Min-Min) scheduling algorithms for proper 

load balancing which give improved performance as compare 

to single one. A Dynamic Load Balancing approach for high 

performance computing in cloud is presented in [5], it 

provides the analysis of static hardware heterogeneity placed 

in virtualized environments, and also addresses the dynamic 

heterogeneity caused by the interference arising as a result of 

multi-accessing. Their proposed load balancer adapts to the 

dynamic variations in cloud resources by continuous live 

monitoring, instrumentation, and  also a periodic refinement 

of task distribution to VMs. Ant colony based optimization 

approach for load balancing in cloud is discusses in [6]. In this 

they calculate optimal solution for achieve load balancing 

using Ant colony optimization. A comparison based on 

various parameters like performance, scalability, associated 

overhead etc. between existing load balancing techniques in 

cloud is presented in [7]. It also discusses these techniques 

from energy consumption and carbon emission perspective. 

Cost-Optimal Scheduling for Deadline Constrained 

Workloads in Hybrid IaaS Clouds is presented in [8], they 

proposed a binary integer program formulation for hybrid 

IaaS scheduling problem and evaluate the computational costs 

with respect to the problem’s key parameters. While 

evaluating the performance they concluded that this approach 

provides an acceptable solution for scheduling the public 

cloud, but becomes much less feasible in a hybrid cloud 

setting due to very high solve time variances. 
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3. CLOUD COMPUTING 
The cloud computing, or the cloud, is a term frequently used 

in computer science to express a computing concept that 

involves a number of interconnected computing resources 

through a real-time communication network [9]. In general, 

cloud computing is similar to distributed computing over a 

network and means the ability to run a program on many 

connected computers at the same time. In more practical way 

cloud computing is described as utilization of computing 

resources (hardware and software) which can be provided as a 

service over a network.    

Cloud computing enables us to pay for computing resources 

what we require. These services are provided over the 

internet, on a consume-based pay-as-you-use model means 

pay only for how much users use, with short-term contracts 

and without other expenditure. Whether we realize it or not, 

we’re most likely already using cloud-based services. 

Facebook and Google are two recognized companies offering 

cloud-based software as a free online service to billions of 

users across the world. Google, for example, hosts a 

combination of online productivity tools and applications in 

the cloud. 

 

Fig 1: Cloud Computing

3.1 Load Balancing 
It is a process of assigning the total load to the respective 

nodes of the shared system to obtain resource utilization 

effective. Load balancing also use to improve the response 

time of the job, concurrently removing a state in which some 

of the nodes are over loaded whereas some others are under 

loaded. Load balancing algorithms have two types of nature. 

First type is dynamic nature, it does not consider the previous 

state or behavior of the system, it’s only depends on the         

present condition of the system. Second is static in nature. The 

important term to acknowledge while developing such types 

of algorithm are  evaluation of load, comparison of load, 

stability of distinct system, performance of system, nature of 

work to be transferred, interaction between the nodes, 

selecting of nodes and many other ones [10]. This load 

considered can be in terms of CPU load, amount of memory 

used, network delay or Network load. Load balancing is a 

technique that manages resources of a node for their better 

utilization and user satisfaction. It also distributes workload 

evenly across two or more computers for fast processing and 

better performance. Load on a node can be calculated on the 

basis of various parameters such as cost, response time, makes 

span and number of connections. 

3.2 Types of Load Balancing Algorithm 
Static Load Balancing- In this approach of load balancing, 

we consider static information of system to choose the least 

loaded node. It performs better in terms of complexity issue 

but compromises with the result as decision is made on 

statically gathered data. It is further classified as Distributed 

and Centralized. In distributed static Load balancing 

approach, there are many decision makers but final decision is 

made by comprehending decision of all individuals while 

centralized static load balancing technique has a centralized 

controller that incorporates decisions of all decision makers. 

Distributed policies on the next level bifurcated to co-

operative and non co-operative policies.  

In cooperative policies decision makers cooperate with each 

other while making decision as they have common goal to 

achieve like minimization of response time, cost incurred for 

processing requests and maximization of throughput.  

In non co-operative policies all decision makers have different 

objectives to achieve so they take independent decisions to 

reach an optimal solution for their defined goals. In global 

static load balancing, there is only one decision maker that 

optimizes the expected run time of entire system for all jobs. 

Dynamic Load Balancing- In this strategy, current 

system state plays major role while making decisions. Despite 

the fact that dynamic load balancing has higher run rime 

complexity then static one, dynamic has better performance 

report as it considers current load of system for choosing next 

datacenter to serve the request. This will surely provide an 

optimal choice from available ones for that state of system.  

Dynamic load balancing is classified as Centralized and 

distributed. In centralized policy, allocation decisions are 

made by the central computer that maintains a global state of 

system based on collected information. Flaw with this 

approach is the central computer which acts as bottleneck 

with increase in number of computers. In distributed policy 

each computer has its own view of global state.  

Distributed load balancing approach is further classified as 

initiated by sender, initiated by receiver and initiated 

symmetrically. In sender initiated scheme, request from 

heavily loaded node is sent to lightly loaded node for 

processing. Sender is identified as a node which if accepts the 

next request will exceed its threshold level. In receiver 
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initiated scheme, lightly loaded nodes show their willingness 

to share some load from heavily loaded nodes by requesting 

them for the same. In symmetrically initiated scheme, both 

sender and receiver initiate load balancing process. Actually 

there is switching between sender initiated and receiver 

initiated load balancing on the basis of load behavior as it 

fluctuates between upper and lower threshold. 

4. PROBLEM FORMULATION 
Workload in the cloud is regularly a multi-objective problem. 

In this paper we highlighted and paid attention to some of 

these problem and possible solution, so as to obtain an 

optimal solution. We expect that every application comprises 

of a number of slightly parallel tasks. Every application has a 

strict fulfillment due time. Prior to this due time, all 

computational assignments in the application must be 

completely executed with the results conveyed to the client. 

Our current application model concentrates on random sort of 

workloads. With two different clients group one with higher 

resources accessing rights while other group has relatively 

lower resources accessing rights. A cloud supplier permits it 

clients to accessibility to one or more virtual machine on its 

foundation. The capabilities of the virtual machine on which 

these applications are executed are dictated by their execution 

capacity. Each task has a related runtime priority and 

execution capacity requirement by which it can be executed.  

The problem formulation with mathematical modeling of the 

system is presented below: 

Let there be two different groups of clients 𝐺1 𝑎𝑛𝑑 𝐺2.  the 

group 𝐺1  clients having greater priority and required 

dedicated immediate resources allocation. 

𝐺1 =  𝑐1
1 , 𝑐2

1 , 𝑐3
1 , ……………… . . , 𝑐𝑀

1  ; 

𝐺2 =  𝑐1
2, 𝑐2

2 , 𝑐3
2, ……………… . . , 𝑐𝑁

2  ; 

Where 𝑐𝑗
𝑖  represents the 𝑗𝑡𝑕client in 𝑖𝑡𝑕  group while M and N 

are the maximum number of clients in each group. 

At any time 𝑡 the client’s generated request is given by 

𝑔1 ⊆ 𝐺1 , 𝑔2 ⊆ 𝐺2 , 𝑐𝑎𝑟𝑑 𝑔1 = 𝑚, 𝑐𝑎𝑟𝑑 𝑔2 = 𝑛,  

𝑚 ≤ 𝑀, 𝑛 ≤ 𝑁  

The request from each client can be described by the tuple of 

execution resources requirements and execution priority  

𝑅𝑗
𝑖 =  𝑊𝑗

𝑖 , 𝑃𝑗
𝑖 , 𝑖 ∈  𝑔1 , 𝑔2 , 𝑗 ∈ 𝑔1  𝑖𝑓 𝑖 = 𝑔1  𝑒𝑙𝑠𝑒 𝑗 ∈ 𝑔2 . 

However for 𝑔2 clients  

∀𝑗: 𝑃𝑗
2 = 1 

Now the cloud is given by 

𝑆 =  𝑉𝑀1 , 𝑉𝑀2, ………………… . 𝑉𝑀𝐾  

Where 𝐾 is the maximal number of virtual machines (VM) in 

cloud environment and each VM can be described by the tuple 

of execution capacity and execution cost. 

𝑉𝑀𝑘 =  𝐸𝑘 , 𝐶𝑘 , 𝑉𝑀𝑘 ∈ 𝑆 

Now the problem can be stated as  

𝛼 =    𝐸𝑘 − 𝑊𝑗
1 +

𝑘∈𝐾1

𝑚

𝑗 =1

   𝐸𝑘 − 𝑊𝑗
2 

𝑘∈𝐾2

𝑛

𝑗 =1

, 𝐾1 ⊆ 𝐾, 𝐾2

⊆ 𝐾, 𝐾1⋂𝐾2 = ∅ 

𝛽 =  𝐶𝑘

𝑘∈{𝐾1 ,𝐾2}

 

𝛾 =  𝑃𝑖1

1

𝑚

𝑖1=1

+  𝑃𝑗1

2

𝑛

𝑗1=1

 , 𝑖1

∈ ∀𝑗 𝑤𝑕𝑖𝑐𝑕 𝑠𝑎𝑡𝑖𝑠𝑓𝑦    𝐸𝑘 − 𝑊𝑗
1 

𝑘∈𝐾1

𝑚

𝑗 =1

> 0, 

𝑗1 ∈ ∀𝑗 𝑤𝑕𝑖𝑐𝑕 𝑠𝑎𝑡𝑖𝑠𝑓𝑦    𝐸𝑘 − 𝑊𝑗
2 

𝑘∈𝐾2

𝑛

𝑗 =1

> 0, 

Hence the objective can be expresses as to find the values of 

𝐾1and 𝐾2 such that it minimizes the 𝛼 + 𝛽 + 𝛾 

𝑜𝑏𝑗 =  min
𝐾1 ,𝐾2

(𝛼 + 𝛽 + 𝛾) 

5. ARTIFICIAL BEE COLONY 

OPTIMIZATION 
Swarm Intelligence is the part of Artificial Intelligence based 

on behavior of individuals in various decentralized systems.  

The Bee Colony Optimization (BCO) is relatively a new 

member in Swarm Intelligence based Meta heuristic 

searching. In the algorithm each artificial bees represent 

agents and also a possible solution of the problem, which 

collaboratively solve complex combinatorial optimization 

problem by exchanging the information.  The algorithm can 

be described as follows [11]: 

Phase 1: Initialization 

1. Set the number of bees in the hive. These bees 

hold information about passed parameters of all 

nodes   

2. Set the number of productive moves during one 

forward pass. These moves are used for selecting 

optimal solution. 

At the time of starting all the bees are in the hive.   

Phase 2: Execution 

1. For every bee estimate all possible productive 

moves, which are useful for next process. 

2. According to estimation, select one move using 

the roulette wheel. 

3.  All bees are back to the hive with taking 

information about passed parameter of nodes.   

4.  Sort the bees by their objective function (fitness 

value) value;   

5.  Every bee concludes randomly whether to 

continue its own exploration by turn into a recruiter, 

or to a follower. 

6.  For every follower, select a new solution from 

recruiters with using roulette wheel;  

Phase 3: Stopping 

1. If the objective function value reach to desired 

value. 

2. If the maximum number of iterations reached. 

3. If the maximum execution time reached. 

Phase 4: Output 

1. Output the best result.   

Honey bee behavior inspired load balancing (HBB-LB) 

algorithm [12]: 
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Cloud computing deals with assigning computational tasks on 

a dynamic resource pool of virtual machines online according 

to different requirements from user or the system. In this 

HBB-LB algorithm these requirements are fulfill by bee 

colony as we have already discussed in section 4. The service 

requests(𝑅𝑗
𝑖) from the clients for diverse applications must be 

routed to 𝐾1 , 𝐾2  virtual machines such that it satisfies the 

objective function. 

6. PROPOSED ALGORITHM 
Previous studies shown that the scheduling algorithm for 

cloud systems does not performs efficiently which result the 

lower QoS. The Cloud network consist multiple users input 

with their different requirements which needed to fulfill by 

efficiently utilizing the available resources. There are different 

ways to fulfill user’s requirement (Like priority). Such as,  

1. To allocate overall resources on priority basis from 

highest priority to lowest priority.  

2. To allocate overall resources on the round robin 

basis. 

3. To allocate overall resources randomly. 

Although these scheduling and resource assignment schemes 

could not assure perfect performance for all needs of QoS 

because each scheduling algorithm has own specific criteria to 

solve the problem statements which doesn’t matches with the 

generalized requirements of cloud computing [12]. 

The proposed algorithm is developed to overcome all related 

problems stated above. The scheduler based on Bee Colony 

algorithm tunes the system for optimize performance on 

multi-objective requirements by optimize fitness value of 

Load, Priority and Execution error (VM’s).   

An algorithm has proposed as following steps: 

Algorithm: 
Start: 

1. Users send a request about required resources, 

task priority and task size request to cloud manager; 

2. Cloud Manager Store all requests. 

3. Now it forms a request table with required 

resources, task priority and task size request, from 

all users. 

4. Apply Bee-Colony algorithm for all entry; 

5. Schedule and Assigns the channel according to 

Bee-Colony algorithms output. 

6. Stop. 

    End

 

Fig 2: Flow Chart of the Proposed Algorithm 

Sub Algorithm 1: This algorithm consists of step (5) of main 

algorithm 

Start: 

Scheduler divides available requests; 

           a.) Primary users; 

          b.) Secondary users; 

End 

In the proposed algorithm these fitness value are conclude by 

minimizing differences of requested load and served load, 

requested priority and served priority, and also minimizing 

total execution error. Previous algorithms are not taking 

account all these parameters. Using these parameters in 

objective function we get improved performance. 

Sub Algorithm 2: This algorithm consists of step (5) of main 

algorithm 

Start: 

i. Apply Bee-Colony algorithm with required 

resources, task priority and task size request.  

a.) form objective function which 

minimizes at best request serving; 

b.) Apply cloud constrains (Number of 

VMs their Processing Capabilities 

and Availability). 

             c.) calculates fitness value; 

ii. Iterate till best solution (fitness) found. 

End 
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Fig 3: Flow chart of Sub Algorithm

7. SIMULATION RESULTS 
The implementation and simulation of the proposed algorithm 

is performed using MATLAB. The simulation is executed for 

the configuration given in table 1 and table 2. Finally the 

simulation results are presented in the form of graphs. 

Table 1: the cloud and users configuration 

Configuration Variable Value 

Number of VMs 10 

Cloud Execution Capacity 10 (MIPS) 

Maximum Load (Requested) 10(MIPS) 

Number of Paid Users 5 

Number of Free Users  20 

Request Arrival Probability  0.5 

Total Simulation Time 10 Sec. 

Table 2: the Bee-Colony configuration 

Number of Bees 16 

Number of Rounds 1000 

 

Fig 4: the Load execution ratio comparison for different techniques the graph shows that the proposed technique gives the best 

execution ratio. 
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Fig 5: the priority requests execution ratio comparison for different techniques the graph shows that the proposed technique 

gives the best execution ratio even with best over load execution ratio (Fig (4)).

All the result shows improved performance compare to other 

existing Load balancing algorithm. Number of paid users 

shows which users have higher priority. Number of free users 

shows which users have lower priority. Paid users get 

resources first then free users. For simulate cloud environment  

we set Request arrival probability 0.5, which shows that at 

any instant of time Primary user and Secondary user request 

arriving probability is 50%. Maximum load 10 mips which set 

randomly between 0 to 10 mips value and distribute to all 

users. Set Cloud capacity distributes randomly to all VM. We 

also set execution error randomly of all VM. Figure shows the 

performance comparison with respect to time between 

Artificial Bee Colony-Multi Objective (Load, Priority and 

Execution Error of VM), Artificial Bee Colony -Single 

Objective (Load), First-in First-out (FIFO) and Random 

algorithm. 

 

Fig 6: the graph represents the unhandled task ratio or request drop ratio for different techniques the graph shows that the 

proposed technique provides minimum unhandled task. 
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Fig 7: overall performance comparison of different techniques the graph shows that the proposed technique achieves all the 

objectives. 

8. CONCLUSION AND FUTURE WORK 
This paper presents a new optimization approach for the 

efficient load scheduling while maintaining some client 

specific objectives, under complex load conditions and the 

simulation result shows that it effectively utilizes the 

resources while minimizing latency and without 

compromising processing speed in cloud. In the proposed 

algorithm, fitness values are conclude by minimizing 

differences of requested load and served load, requested 

priority and served priority, and also minimizing total 

execution error. Previous algorithms are not taking account of 

all the parameters that are load, execution error of VM’s and 

priority. Using these parameters in objective function we get 

improved performance. The simulation results also show that 

the proposed technique also fulfils the user specific 

requirements such as priority execution, and specific resource 

allocation. It also reduces the number of unhandled tasks 

during heavy load conditions. These results validates that the 

proposed algorithm is can provide a better solution for cloud 

systems. Using this algorithm we can effectively perform load 

balancing and QOS provisioning for Cloud environment. 

Since this paper considers only two groups of clients which 

can be further increased and the VM specifications can also be 

added for more detailed simulation but presently these tasks 

are leaved for the future work. Also, we can try to add some 

more parameters for load calculation to improve the results. 
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