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ABSTRACT 
Now-a-days cloning of codes or programs of the developer or 

authorized person leads a positive approach. But  the code 

cloning is done by unauthorized person leads a negative 

approach. In the recent years, many clone detection tools have 

been proposed. It produces an over whelming volume of 

simple clones of data or structure [3]. Code clone detection 

the content similarity between the programs or webpages. An 

attempt is made to desgn a method called “SD Code Clone 

Detection” for both static and dynamic webpages. It is based 

on levenshtein’s approach. This method comprises some steps 

like, parsing & analysis, tree construction, code similarity 

measure and clone detection. Experiments are carried out with 

open source  websites and webpages created by some 

volunteers. Experimental results are recorded and are showing 

the better detection rate. 

Keywords 
Refactoring, clone detection, code clone, static and dynamic 

pages, DOM tree construct, Levenshtein distance algorithm. 

1. INTRODUCTION 
Refactoring is a process of transforming the program without 

affecting the behavior and semantics and to improve the 

quality [24]. In other term code refactoring is the process of 

restructuring the existing computer code by changing the 

factors without affecting its external behavior [24]. The 

refactoring process also involves in the removal of duplication 

and simplification of unclear code[34]. The refactoring 

process offers many advantages such as improved code 

readability and reduced complexity to improve source code 

maintainability, creation of expressive internal structure [24]. 

The maintainability and extensibility are the two major 

benefits of refactoring. But the other side of  code refactoring 

is called code clone. It is about the similarity of codes. Code 

clone can be defined as a similar program or code structure of 

considerable size and significant similarity [1]. Section 2 

provides the literature review. In section 3 the proposed 

methods is discussed. Experimental results are recorded in 

section 4 and section 5 concludes the work. 

2. LITERATURE REVIEW  
The literature survey shows that cloning is an active area of 

research [1]. Many refactoring and clone detection tools and 

approaches have been proposed. A literature survey has been 

made to have  a knowledge on code clone detection and its 

techniques[3]. Daniel. B [5] proposed a techniques and 

described some examples of refactoring such as renaming 

program element to be  better convey its meaning, replacing 

field references splitting large classes etc., many other code 

refactor techniques have been proposed for code or software 

systems [2,4,6,7,8,9,10,15, 

16,17,11,12,20,13,14,19,28,22,24,25,26,27,28,29,30,31,32, 

33].  

3. PROPOSED METHOD: SD CODE 

CLONE DETECTION TECHNIQUE 
A approach to clone mining for Web applications has been 

proposed together with a prototype implementation for 

dynamic web pages. The proposed methods analyze the page 

structure, implemented by specific sequences of HTML tags, 

and the content displayed for both dynamic and static pages. 

Moreover, for a pair of dynamic web pages we also consider 

the similarity degree of their source is considered.  The 

similarity degree can be adapted and tuned in a simple way 

for different web applications in one- to- many. The proposed 

method called “SD Code Clone detection technique (SDCC) 

aims the detection of clones on both static and dynamic web 

pages. The proposed model consists of 4 phases namely 

content feeding, parsing and analysis refactoring (code 

extraction, DOM tree and similarity calculation), clone 

deduction as shown in fig. 

 

 

 

  

 

Figure 1: system level design of the proposed SDCC detection techniques 

 

3.1 Algorithm for proposed Methodology 

SDCC detection technique 

Step 1: Input webpage  

Step 2: Extract the contents from the input file 

Step 3: Perform Parsing and analysis the extract content  

Step 4: construct the DOM tree from the parsed data  
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Step 5: Perform refactoring and Similarity measure using 

Levenshtein’s approach.   

Step 6: Detect the Clone from the code 

The algorithm of the proposed methodology based on 

levenshtein distance measure is given below 

3.2 Description 

3.2.1 Input and content extraction  
In the initial step, WebPages are read. The given input 

WebPages is transferred to the next phase to extract the 

contents. Web page are extracted one by one and the content 

(or) pieces of webpage code and extracted sequentially. 

Further these contents are forwarded to parse analysis [2]. 

3.2.2 Parsing and analysis 
During this phase, the HTML parsing module accesses the 

HTML as tokens. It gives one token at a time, much as a file 

handler which gives one line at a time from a file. The HTML 

is tokenized from the input file as a string. The tokenize 

decodes the entities in attributes [35]. 

3.2.3 Tree construction   
The tokenizes passes the output to construct tree. The data 

instances of the same type have the same path from the root in 

the DOM tree of the input page according to the page 

generation model. This method focuses on all levels of nodes. 

It starts from the root node <HTML>. It uses multiple string 

arguments approach to the first level child node [35]. 

3.2.4 Similarity Measure  
The next level of the method is to computes the similarity 

measures using the levenshtein distance approach. It is based 

on matrix. A matrix is reserved to hold the distance between 

all prefix of the first string and all prefix of the second 

Afterwards computation is done on values of the matrix in a 

dynamic program. Fashion and them the distantness but the 

two full strings can be measure [36].  

3.2.5 Clone Detection 
The last step of the stage of the method is to detect the clone 

values from the outcome of the previous step. Clone detects 

values (%) and clone index values are identified. The 

experimental results are discussed in the next section. Path 

from the root in the DOM tree of the input page according to 

the page generation model. This method focuses on all levels 

of nodes. It starts from the root node <HTML>. It uses 

multiple string arguments approach to the first level child 

node [4]. 

4. EXPERIMENTAL RESULTS & 

DISCUSSION 
The proposed refactoring techniques for clone detection have 

been implemented in C# and experimental results are 

observed. The following sources shown in table 1 and table 2 

are used for the experiments. 

Table 1 : The HTML files analyzed in the experimental 

File ID File Name KB 

1 \Index.html 8.07 

2 \Special list \main frame.html 0.411 

3 \Special list \Special list.html 1.75 

4 \Special list text.html 2.30 

5 \Special list \title.html 0.363 

6 \Novita \Brugaletta.html  6.57 

7 \Novita \CalendariotarNA.html 10.6 

8 \Novita \ text.html 3.30 

9 \Title.html 0.409 

10 \Forum \main frame.html 0.506 

11 \Forum \taxt.html 0.237 

12 \Forum \title.html 0.4 

13 \Common frame left.html 4.78 

14 \Common \bottom frame.html 3.21 

15 \Main frame.html 0.494 

16 \irctc.html 0.46 

17 \just dial.html 0.58 

18 \Chisiamo \text.html 3.24 

19 \Chisiamo \title.html 0.407 

20 \Cerca.html 1.87 

21 \Cerca \main frame.html 0.501 

22 \Cerca \text.html 27.3 

23 \Cerca \title.html 0.4 

24 \Honda.html 0.48 

25 \Swift.html 0.24 

26 \TNEB.html 0.20 

27 \Redbus.html 0.44 

28 \NDTV.html 0.90 

29 \Default.html 0.96 

30 \Sample.html 0.79 

31 \Naukri.html 0.125 

32 \VAT.html 0.52 

33 \Live cricket.html 0.269 

34 \naukri.html 0.125 

 

Table 2 : Real time HTML files created by the volunteers 

File ID File Name KB 

1 \A1.html 0.5 

2 \A2.html 0.2 

3 \B1.html 0.7 

4 \B2.html 0.4 

5 \C1.html 0.2 

6 \C2.html 0.3 

7 \C2.html 0.1 

8 \C3.html 0.20 
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9 \D1.html 0.12 

10 \D2.html 0.10 

11 \E1.html 0.7 

12 \E2.html 0.4 

 

The results of two files from the above mentioned table are 

shown below in table 3. For instance the results of two files 

namely Honda.html and SuzukiSwift.html are listed in table1. 

It lists the tag index and clone detection value for both files 

which are taken from open sources as mention in table 1. 

Table 3 : Tag index and clone detection value for two files 

(Honda, Swift) 

F1 : Honda.html F2 : Swift.html 

Tags 

index 

Clone 

detection 

value 

Tags 

index 

Clone 

detection 

value 

doc type 1 doc type 1 

Html 1 html 1 

Head 1 head 1 

Meta 5 mea 2 

Title 1 File 1 

Script 55 Link 12 

Script 55 Link 1 

Link 8 Body 1 

Style 3 Div 12 

Body 1 Ul 6 

Form 1 Li 48 

Div 153 A 59 

Input 44 A 59 

Input 43 Sript 14 

Div 153 Script 10 

Input 44 Ins 10 

Input 43 Ins 5 

A 288 Fname 5 

Img 153 H1 1 

Select 1 H2 2 

Option 1 P 32 

Strong 46 P 31 

Span 74 Img 2 

Table 30 B 11 

Tbody 30 B 10 

Tr 78 H3 9 

Td 166 Strong 2 

Br 89 Br 42 

Ul 38 Br 30 

Li 204 Table 1 

Li 73 Tbody 1 

Form 1 Tr 6 

Div 153 Td 23 

Input 44 Td 1 

Input 43 Ui 1 

A 288 File 6 

Img 153 Small 8 

Select 1 Small 4 

Option 1 Form 1 

Strong 46 Input 6 

Table 30 Lable 2 

Tbody 30 Lable 1 

Tr 78 Text area 1 

Td 166 No script 1 

H2 1 - - 

Em 1 - - 

Em 1 - - 

Font 2 - - 

Font 2 - - 

H4 1 - - 

Embed 1 - - 

B 2 - - 

B 1 - - 

Map 1 - - 

Area 3 - - 

H3 3 - - 
 

Fig. 2 Visualizes clone detection value of the above 

mentioned files. From the result,  it is observed and calculated 

the clone detection value. This result shows the html tags and 

index value of first file (Honda.html) and second file 

(Swift.html). About 26.1% of code clones are identified from 

the two files.  
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Figure 2: Comparison of clone detection value of two files (F1 : Honda, F2 : Swift). 

In Fig. 3 The upper portion of the  screen shows the individual clone detection of F1 and F2. Lower portion of the screen shows the  

comparison of clone detection value of two files. 

 

Figure 3: Comparison chart of clone detection on individual values (html tags / and index values). 
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Table 4: Tag index and clone detection value for two files 

(TNEB, Redbus) 

F3: TNEB.html 

 

F4 : Redbus.html 

Tags 

index 

Clone 

deduction 

value 

Tags 

index 

Clone 

value 

doc type 1 doc type 1 

html 1 Html 1 

head 1 Head 1 

Meta 1 Meta 2 

Link 2 Title 1 

Link 2 Link 4 

Script 4 Link 3 

Title 1 Script 21 

Body 1 Script 18 

Table 1 Body 1 

Tbody 4 Div 100 

Tr 18 Header 1 

Td 53 Ul 6 

Title 1 Li 73 

Body 1 A 87 

Table 4 A 85 

Tbody 4 Span 77 

Tr 18 Span 21 

Td 53 Img 6 

Img 9 Br 1 

P 2 H3 1 

A 44 Section 2 

Font 1 H1 1 

Div 23 Label 15 

Span 27 Input 13 

Span 21 Input 11 

Form 1 Button 9 

Br 3 Aside 1 

Br 2 Footer 1 

Thead 1 H6 1 

Th 6 Sup 1 

Th 1 P 1 

Input 3 Fname 4 

Input 1 Noscript 2 

B 1 Noscript 1 

- - Table 4 

- - Tbody 4 

- - Tr 32 

- - Td 179 

- - Td 178 

- - Th 27 

- - Th 1 

- - H2 2 

Fig. 4 Visualizes clone detection value of the above mentioned files. From the result , the clone detection value is calculated. This 

result shows the html tags and index value of F3 and F4. About 21.81% of code clones are identified in between two files (TNEB.html, 

Redbus.html). 

 

Figure 4 : Comparison of clone detection value of two files (F3 : TNEB, F4 : Redbus). 
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In fig. 5 the upper portion of the chart shows the individual clone detection of F3 and F4. The lower portion of the represents the 

comparison of clone detection value of two files. This chart shows the individual clone detection value of F3 and F4. The below chart 

shows the comparison of clone detection value of two files. 

 

Figure 5: Comparison chart of clone detection on individual values (html tags / and index values). 

Table 5: Tag index and clone detection value for two files 

(A1.html , A2.html) created by voluntaries. 

F5:A1.html F6 : A2.html 

Tags 

index 

Clone deduction             

value 

Tags 

index 

Clone 

value 

Html 1 Html 1 

Head 1 Head 1 

Title 1 Title 1 

Body 1 Body 1 

H1 1 H1 1 

H2 1 H2 1 

H2 1 H2 1 

Left 1 Left 1 

Ul 5 A 1 

Li 4 B 5 

A 1 B 5 

B 1 B 4 

B 1 - - 

P 4 - - 

P 1 - - 

Div 1 - - 

Fig. 6 Visualizes clone detection value of the above mentioned files that the  result shows the html tags and index value of F5 and F6. 

About 19.35% of code clones are identified between two files (A1.html, A2.html). 
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Figure 6: Comparison of clone detection value of two files (F5: A1, F6 : A1). 

In fig. 7, the  upper portion of the chart shows the individual clone detection of F5 and F6. The  lower portion of the chart compares 

the clone detection value of two files. 

 

Figure 7: Comparison chart of clone detection on individual values (html tags / and index values). 
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4.1 Performance Measure  
The performance of the proposed methods is based on 

clone percentage and also time taken to detect the clone. 

Table 6 lists the two measures for some files. 

Table 6: Performance measure on clone percentage 

 

 

Name of the webpage(s)  

Clone percent (%) 

Static 

web 

pages 

Dynamic 

web 

pages 

Default.html 

 

Net carry .html 100 

 

40 

Swift.html 

 

Net carry .html 33 

 

27 

Search.html Compile.asp 24 46 

Code.html Sample.asp 29 70 

Chart describes fig. 8 clone detection percentage of static and 

dynamic web pages.  

 

Figure 8: This chart measure comparison of clone 

percentage. 

Table.7: Performance measure to time taken of clone 

detection 

 

Name of the webpage(s) 

Clone 

detection time 

(in seconds) 

Default.html 

 

Net carry .html 0.55 

 

Swift.html 

 

Net carry .html 0.12 

Search.html Compile.asp 0.06 

Code.html Sample.asp 0.05 

 

Table 7 and Fig. 9 indicate the time measure of clone 

detection in open source web pages. 

 

Figure 9: This chart measures clone detection time (In 

seconds). 

Table 8: Performance measure on clone percentage 

 

 

 

Name of the webpage(s) 

Clone percent (%) 

Static 

web pages 

Dynamic 

web pages 

B1.html A1.html 49 80 

B2.html A2.html 67 55 

VAT.html Compile.asp 58 93 

C1.html Sample.asp 49 35 

 

Table 8, 9 and Fig. 10, 11 give information about the clone 

detection percentage of static and dynamic web page. 

 

Figure 10: This chart measure comparison of clone 

percentage. 
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Table 9 : Performance measure  to time taken of clone 

detection 

  

 

Name of the webpage(s)  

Clone detection 

time 

(in seconds) 

B1.html A1.html 0.58 

B2.html A2.html 0.10 

VAT.html Compile.asp 0.05 

C1.html Sample.asp 0.03 

Fig. 11 gives information about the clone detection percentage 

of static and dynamic web page. 

 

Figure 11: This chart measures clone detection time (In 

seconds). 

5. CONCLUSION 
Code clone detection is an art of detecting the content 

similarity between the programs or WebPages. An attempt is 

made to design a method called “SD Code Clone Detection” 

for both static and dynamic WebPages. It is based on 

levenshtein’s approach. This method comprises some steps 

like, parsing & analysis, tree construction, code similarity 

measure and clone detection. Experiments are carried out with 

open source websites and WebPages created by some 

volunteers. Experimental results are recorded and are showing 

the better detection rate. Future research on Web data 

extraction focuses on comparing the contents appearing on the 

page as well as the code to measure the standard and 

originality of the web page. However, they are redesigned or 

applied in a different sequence and scenario to solve key 

issues in page-level data extraction and comparison to the 

code of web site and its contents to find the fake and the real. 

The System can also be enhanced work to detect the script 

injection and projected towards the detection of malwares 

attached to web pages that harms the user’s machine and acts 

as a spy ware and sends the information of the end user to the 

attacker.  These systems are still in research to prevent the 

attackers. It is planned to exploit the results of the clone 

mining method to support web application reengineering 

activities.  
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