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ABSTRACT
In this paper we address the Minimum Manhattan Network
(MMN) problem. It is an important geometric problem with
vast applications. As it is an NP-complete discrete combina-
torial optimization problem we employ a simple metaheuris-
tic namely Simulated Annealing. We have also developed
benchmark datasets and tested our algorithm with the dataset.
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1. INTRODUCTION
Finding minimum network length is an important problem in com-
puter science. In this paper we address the problem of finding
minimum network length in Manhattan metric. Given two points
p, q ∈ R2, a rectilinear path is achieved between these two points
if all the line segments along the path is either vertical or horizontal.
To a find a Manhattan path between p and q two properties must be
satisfied:

—The path between p and q must be rectilinear.

—The length of the path is exactly equals to dist(p, q) = ‖p.x −
q.x‖+ ‖p.y − q.y‖.

In MMN problem, we are given a set T of n points in R2. A net-
work M is said to be manhattan network on T , if for all p, q ∈ T ,
there exist at least one Manhattan path between p and q with all its
edge segment on M . Minimum Manhattan Network problem is to
find the Manhattan Network M with minimum network length.

MMN has vast applications in geometric network design as well
as in VLSI circuit design, where the (rectilinear) characteristics of
Manhattan networks adapt well to reality. An important example is
computer chip manufacturing where all the circuit paths are usually
rectilinear paths. Furthermore, the MMN problem has its applica-
tions in city planning, network layout and distributed algorithms
[9].

MMN has its application in the field of computational biology. In
[14], the author present a solution to the problem of designing effi-
cient search spaces for pair hidden Markov models that align bio-
logical sequences using Manhattan networks.

2. LITERATURE REVIEW
The MMN problem has various applications already discussed in
the previous section. Therefore, researchers started to work with
this problem. Gudmundsson et al. [8] first published anO(n3) time
4-approximation algorithm. Moreover, they proposed an O(n lgn)
time 8-approximation algorithm and also discussed the problem of
determining the complexity class of this problem.

Gudmundsson et al. [8] conjectured that there could be a 2-
approximation algorithm. Kato et al. [11] proved them right by pro-
viding an O(n3) time 2-approximation algorithm, although using
a different approach. The key idea provided by them is to deter-
mine efficiently whether a graph is a Manhattan Network or not.
A naive approach is to check whether Manhattan path exists for
all O(n2) pairs of nodes, but they proved that it is sufficient to
check only O(n) specific pair of points. Using similar idea as [11],
Benkert et al. [1] proposed a 3-approximation algorithm which runs
in O(n lgn) time and takes linear space.

Benkert et al. [2] also proposed a mixed integer programming for-
mulation. Chepoi et al. [4] used the idea of Pareto front and strip-
staircase decomposition to derive a rounding 2-approximation al-
gorithm based on an LP-formulation of the problem. Later, Guo
et al. [9] proposed a 2-approximation algorithm based on dynamic
programming which runs in O(n2) time. They also proposed an-
other approximation algorithm with same approximation ratio, but
with a better running time ofO(n lgn) using a simple greedy strat-
egy [10]. Seibert et al. [15] provided a 1.5-approximation algo-
rithm.

So far the complexity class of this problem remained unknown.
Chin et al. [5] first proved that Minimum Manhattan Network in 2
dimension is strongly NP-complete by reducing 3 − SAT to this
problem. It is not known whether this problem is APX-hard or not.
For 3 dimension, Munoz et al. [13] proved this problem to be NP-
hard. They proposed a 3-approximation algorithm which is the first
approximation algorithm in 3 dimension for a restricted version of
this problem.
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First approximation algorithm for Generalized Minimum Manhat-
tan Network was proposed by Das et al. [6]. For an arbitrary di-
mension d, they proposed an algorithm with approximation ratio
O(lgd+1 n).

3. BASICS OF SIMULATED ANNEALING (SA)
Simulated Annealing (SA) is a generic probabilistic algorithm and
it is sometimes commonly said to be the oldest among the meta-
heuristics. It is also one of the first algorithms that had an explicit
strategy to escape from local minima. The name and inspiration
come from annealing in metallurgy, a technique that involve heat-
ing and controlled cooling of a material. Heating and cooling the
material affects both the temperature and the thermodynamic free
energy. While the same amount of cooling brings the same amount
of decrease in temperature it will bring a bigger or smaller decrease
in the thermodynamic free energy depending on the rate that it oc-
curs, with a slower rate producing a bigger decrease.

This notion of slow cooling is implemented in the Simulated An-
nealing algorithm as a slow decrease in the probability of accepting
worse solutions as it explores the solution space. SA was first pre-
sented as a search algorithm for Combinatorial Optimization prob-
lems in [7, 12] . The basic idea is to permit moves that result in
solutions of worse quality than the current solution (uphill moves)
to escape from local minima. The probability of doing such a move
is decreased during the search which is controlled by the tempera-
ture parameter. The high level algorithm is described in Algorithm
(1).

Algorithm 1 Generic SA [3]
s← GenerateInitialSolution()
T ← T0

while termination condition not met do
s′ ← PickAtRandom(Neighbor(s))
if f(s) < f(s′) then

s← s′

else
Accept s′ as new solution with probability p(T, s′, s)

end if
Update(T )

end while

4. OUR APPROACH: SIMULATED ANNEALING
FOR MMN

In this section, we will describe the SA implementation for MMN
in details. The high-level pseudocode for solving MMN by SA is
shown in Algorithm (2).
The algorithm starts with initializing a set of parameters. After
reading the dataset it starts with generating an initial solution(s).
Then at each iteration it selects a new solution(s′) by tweaking the
previous one and it is accepted as new current solution depending
on size(s), size(s′) and T where size(S) is the fitness(the man-
hattan network size) of solution S and T is the temperature param-
eter. As it is described in [3], we will use the Boltzman distribution
computed as exp

−(size(s′)−size(s))
T to find the probability of select-

ing a worse solution (p(T, s′, s)). The temperate, T is decreased at
each iteration using the equation Ti = α× Ti−1, where α ∈ [0, 1].

Algorithm 2 MMNSA
Initialize r,c,itLimit,T ,α.
Read Dataset
manPaths← GENERATESOLUTION(n,m,nNodes)
while itCounter < itLimit do

newManPath← TWEAK(manPaths)
if size(newManPaths) < size(manPaths) then

manPaths← newManPaths
else

manPaths ← newManPaths with probability
p(T,manPaths, newManPaths)

end if
T ← α× T

end while

4.1 Generating a solution
For each pair of nodes in the grid, we construct a probabilistic man-
hattan path. The manhattan network is constructed from all the in-
dividual manhattan paths.

We have developed a stochastic approach to construct a manhattan
path between two nodes which will be called source and destination
nodes henceforth. The algorithm is iterative in nature. Starting from
the source node at each step the algorithm chooses a feasible grid
edge randomly from a uniform distribution. Then the source node
is updated to the other end of the chosen edge. The procedure is
continued until the source becomes destination. From a source node
it is necessary to detect the feasible grid edges. The feasible set of
edges from a particular source node depend on the orientation of
the source and destination nodes. The possible orientation and the
feasible edges are shown in Figure (1). The detailed pseudocode of
generating a solution is shown in Algorithm (3)

Algorithm 3 Generate a Solution
function GENERATESOLUTION(r,c,nNodes)

manPath← a vector of edges
manPaths← a vector of manPath
for each pair of nodes (x, y) and (x′, y′) do

source← (x, y)
destination← (x′, y′)
manPath ← CONSTRUCTMAN-

PATH(source,destination)
add(manpaths,manpath)

end for
return manPaths

end function
function CONSTRUCTMANPATH(source,destination)

manPath← φ
while source 6= destination do

E ← feasible grid edges from source.
e← randomly select an edge from E.
source← Other end point of e.
manPath← append(manPath,e)

end while
return manPath

end function

The process of generating a solution is shown in Figure (2).
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Fig. 1. Feasible grid edges for different source and destination orientation ((s,d) and (s’,d’)). The bold arrows are the allowed edges from the source node.
(a)-(b): Orientations where one edge is feasible. (c)-(d): Orientations where two edges are feasible.

4.2 Tweaking a solution
Tweaking is the process of generating new solutions given any valid
solution. To get a new solution we randomly select a pair of nodes.
Then we reconstruct the manhattan path between these two nodes.
The detailed pseudocode is given in Algorithm (4).

Algorithm 4 Tweak a Solution
function TWEAKSOLUTION(oldManPath)

a, b← random 2 points from the nodes
newManPath← CONSTRUCTMANPATH(a,b)
newManPaths← update(oldManPaths,newManPath)

end function

5. EXPERIMENTS
We have conducted our experiments in a computer with Intel Core
2 Quad CPU 2.33 GHz. The available RAM was 4.00 GB. The

operating system was Windows 7. The programming environment
was Matlab.

5.1 Datasets
To our best knowledge, there are not any benchmark dataset for
MMN. Here we introduced a random set of data. We set the grid
size (r × c) as 20 × 20, i.e. both the number of rows and columns
are 20. We divide the datasets into four groups. Each group contain
10 test cases. For group1 each test case contain 10 points. 25, 50
and 100 points are considered in the each test cases of group2,
group3 and group4 respectively.

5.2 Results
Table(1-3) represent the results of SA algorithm. The three tables
are generated for 3 cooling values. The result is divided in 4 groups.
Under each group we have 2 columns. The first column represent
the average of 10 independent runs of the algorithm. The second
column is the standard deviations of the runs.
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Fig. 2. Generating a solution. (a): feasible grid edges (arrowed) from the source node. Bold arrow is the selected edge. (b): update source according the
selected grid edge. (c) - (e): continue selection of feasible grid edges and updating source. (f): Final Manhattan Path

6. CONCLUSION
In this paper we have developed a metaheuristic technique namely
Simulated Annealing for solving the MMN problem. We have also
developed several benchmark data sets. With these we have re-
ported our findings and results. Future research might be in de-

signing more metaheuristic approaches for the problem. A detailed
comparative analysis of performances of different metaheuristics
on this problem would be a good future exercise.
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Table 1. Network length by MMNSA (α = 0.2)
group1 group2 group3 group4
Avg. Net. Length Std Avg. Net. Length Std Avg. Net. Length Std Avg. Net. Length Std
201.80 9.04 543.60 18.22 638.30 8.04 758.20 1.32
205.60 15.58 556.50 7.82 661.10 6.76 756.50 2.80
210.50 9.41 563.40 11.77 650.20 9.84 753.10 2.18
251.10 9.87 552.10 8.27 705.50 6.55 754.80 2.86
304.20 7.64 516.20 14.86 739.40 4.30 752.00 3.23
205.10 10.95 523.50 17.60 724.90 6.98 748.60 2.99
216.80 11.73 515.20 13.93 699.70 4.50 739.40 5.02
174.20 11.55 479.30 7.62 712.40 7.09 753.20 2.53
210.70 6.60 442.10 10.20 718.10 5.43 756.20 1.93
228.00 11.43 542.80 7.98 679.90 6.90 753.50 2.42

Table 2. Network length by MMNSA (α = 0.5)
group1 group2 group3 group4
Avg. Net. Length Std Avg. Net. Length Std Avg. Net. Length Std Avg. Net. Length Std
200.30 8.35 538.60 10.30 635.10 7.88 757.80 1.23
206.60 8.37 552.30 10.57 657.50 7.71 755.90 3.11
205.90 12.65 554.50 12.89 654.30 7.51 753.20 2.30
256.40 13.79 554.50 14.52 707.40 6.13 756.30 1.34
307.00 7.83 519.40 13.72 738.50 3.57 753.00 2.83
194.50 9.74 515.80 14.95 721.30 7.56 750.10 3.98
208.20 5.71 514.20 9.80 698.80 6.01 738.70 4.27
164.80 11.09 477.50 7.95 713.40 8.26 752.40 2.95
208.50 4.40 439.50 14.28 718.60 5.58 756.30 1.16
224.80 13.89 537.80 10.14 679.50 5.91 752.60 2.95
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