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ABSTRACT 

The adoption of Smartphone’s in daily lives is transforming 

from simple communication to smart and the use of these 

multipurpose devices is rapidly increasing. The main reason 

for the increase in the Smartphone usage is their small size, 

their enhanced functionality and their ability to host many 

useful and attractive applications. However, this vast use of 

mobile platform makes these smart devices a soft target for 

security attacks and breach of privacy. The cases about the 

attacks on personal mobiles phones are on the rise which is a 

motivation for developing Smartphone application with better 

effective and efficient security measures to mitigate the 

impact of possible threats. This paper examines the feasibility 

of malware development in Smartphone platforms by average 

programmers that have access to the official tools and 

programming libraries provided by Smartphone platforms. In 

this paper comparison of Smartphones like Android, 

Blackberry, Apple iOS, Symbian, Window Mobile is given 

based on the specific evaluation criterions used for assessing 

the security level. 
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1. INTRODUCTION 
Smartphone is the devices that enhance vision of universal 

computing: their small size, connectivity capabilities, storage 

capacity, mobility and their multi-purpose use are some of the 

reasons for their vast pervasiveness[10] the malware has also 

appeared in the Smartphone platform[12]. Apart from the 

increasing Smartphone sale, the annual downloads of 

Smartphone application are also on rise. Furthermore the use 

of Smartphone perimeter of an organization has increased 

besides increasing the sale of Smartphone and annual 

download of application from official as well as free source. 

Smartphone contains a vast amount of the user data, thus 

giving a serious privacy threat to the sector. In additional 

Smartphone consist of popular web applications like e-mail, 

YouTube, social media, social networks facebook and twitter 

etc[11][19] are being accessed through native applications 

instead of their useful web browser interface. In this context 

Smartphone often manage a vast amount of user data, causing 

a serious threat to privacy of data.  

This data is extremely useful for attackers’. Hence attacker 

tries to destroy or damage Smartphone with malware 

applications, harvesting Smartphone data without the user’s 

knowledge and consent. It is worth mentioning that the 

everyday use of Smartphone by non technical and non 

security savvy people has increased and the likelihood of 

using Smartphone as a security and privacy threat has 

increased as well. This paper examines the feasibility and 

easiness of malware development on Smartphone by average 

programmer that have access to the official tools and 

programming libraries provided by Smartphone[5][6][21].  

It is important to mention that due to the lack of awareness 

about security concerns among user community of these 

multipurpose devices it has become a hot cake for cyber 

attacks[16][27] and people trying to explore weakness of 

Smartphone softwares. 

2. SMARTPHONE SECURITY MODELS 
In this section we discuss the security models and 

development environments of the Smartphone platform  

a) Android 

b) Blackberry 

c) Symbian 

d) iOS 

e) Window Mobile.  

2.1 Android 
The Android is a Linux based open source OS developed and 

maintained by Google[33][34][35]. Android provides a free 

and publicly available software development kit that consists 

of tools, documentation and emulator necessary for the 

development of new application in Java.  A core element of 

the android security model[23] is the manifest file. The 

manifest[33][34][35] provides the necessary information to 

android for the execution of an application, the manifest file is 

crucial for the system, since a developer defines within the 

application permission. Everyday android applications have to 

be digitally signed by its developer. Android’s security model 

then maps the signature of the developer with a unique ID of 

the application package and enforces signature level 

permission authorization[23]. In the Android security model 

the applications are usually digitally signed with self signed 

certificates, providing only for source origin and integrity 

protection.  

2.2 Blackberry 
The Blackberry is an operating system maintained by 

Research In Motion Inc (RIM). The current version of the OS 

is 6. Documentation about the OS details is not provided by 

RIM. However[36][37], RIM provides, through the 

Blackberry software development kit, the related 

documentation, tools, APIs and emulator that are necessary 

for application development. The platform of security 

model[25] forced restrictions to 3rd party applications trying to 

access which is protected APIs of the OS by demanding the 

application which is signed with a cryptographic key provided 

by RIM[14]. In order to acquire a valid RIM signing key pair 

a developer needs to pay a small amount. However this 

process provides only poor source of origin and code integrity 

and does not offer any assurance about the validity and the 

security level of the 3rd party application. 

2.3 Symbian 
Symbian is an operating system whose current version is 

Symbian-3 which is maintained by Nokia[38]. In the 

Smartphone Symbian is executed and provides multiple free 

and publicly available SDKs. The tools documentation and 

emulators that are necessary for the development of new 
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applications written in C++ which are included by SDK. The 

cornerstone in Symbian’s security model[38] is the use of 

capabilities for defining restrictions to sensitive platform 

APIs. These capabilities are grouped in the following 

categories: a) basic, b) extended, c) manufacturer. The first 

category includes basic functionality during installation where 

the users are prompted for its authorization.  

The use of sensitive API that is only granted through the 

Symbian signed process[38] which is controlled by the second 

capability category. The last capabilities category controls 

application access to the most sensitive API in the platform 

and there all capabilities are only granted by a device 

manufacture. Nokia which is indicated the basic capability 

category contained sufficient functionality for application 

development  for the installation of the each application, 

signing the applications package file with .sys extension is 

required by the Symbian security model. 

Signing confirms that the application is not using API apart 

from the one corresponding to the applications signing level. 

The developer can self sign it if the application uses only 

basic capabilities self signing has the advantages to be 

performed in the developer’s computer and it is not necessary 

to map the application installation package file with a device 

IMEI in the result there is no restriction during the installation 

of the multiple device, but the Smartphone users will be 

prompted with security warnings at installation time since the 

signing key is not trusted.  The developer submits the 

application to Symbian signed along with the list of device 

IMEIs to get rid of the warnings and access sensitive 

capabilities. 

2.4 Apple iOS 
iOS is a proprietary operating system is only executed in 

Apple Smartphone and tablets. After registration on 

Apple[39][40] provides to the company center, documentation 

tools and the necessary API for application development[13]. 

It should be noted that the tool set provided by Apple is only 

compatible with MAC operating system. The security 

model[39][40] of the iOS only permits the installation of 

applications that have been signed by Apple. An application is 

tested for its functionality consistency and for malicious 

behaviour before it’s signed. However the testing process and 

criteria are not openly available which is applied by Apple. 

Applications are installed on the device with: (a) the use of an 

application installed on the device that connects to Apple’s 

App Store, or (b) the use of cross-platform synchronization 

desktop software provided by Apple. Once the application is 

installed to the device the user neither controls nor is 

prompted when an application accesses some OS sensitive 

resources. 

2.5 Window Mobile 
Window mobile is an OS Smartphone which is developed and 

maintained by Microsoft. The security model of  windows 

mobile[31] depends on the operational policy of the device for 

controlling that which application one allowed to be executed 

on the device[41] what functionality of the OS is reading 

availability to the application, how the user or application use 

specific device selfing and how desktop applications interact 

with the Smartphone for their operational responsible. The 

operational policy on a window mobile Smartphone is either 

one-tier access or two-tier access [31]. 

A device with one tier access policy operational only controls, 

if one application runs on the device or not without examining 

officially if the application is using sensitive API. This 

decision depends on whether the applications installation 

package file is correctly signed with a certificate that exist in 

the device’s certificate store if the application is signed with a 

known certificate then the application runs in advantage mode 

with the ability to call any API, access and modify anything in 

the device file system and registry but if the application is 

unsigned or signed with a unknown certificate later on policy 

checks take place for the decision of application execution. In 

this case, security policies setting define whether the user is 

ready to give her permission for the application to run. It must 

be clarified that if the user permits the execution, then the 

application run in advantage. This indicate that an unknown 

and unsigned application maintains full access to the device. 

According to the lack of security configuration of windows 

mobile, provides[26][31] weak security protection as: (a) it 

allows the execution of unsigned applications or suffer harm 

with an unknown certificate, and (b) in this case the user is 

permits to authorize the execution of the application. Hence 

the lack of the security configurations in both access tiers. 

Unsigned and unknown code is executed with the user’s 

approval either in normal mode or advantageous mode. 

Moreover although one-tier access does not provide strong 

safety. It is the default access tier[20] in some devices it 

should be solved that the safety model permits mobile 

operators to make post. 

3. COMPARATIVE EVALUATION OF 

SMARTPHONE 
A comparative evaluation of the Smartphone platforms in 

terms of malware distribution and development. Our analysis 

examines the feasibility of attack implemented by average 

application developers. More peculiarly the presented 

evaluation is based on: (a) the definition of qualitative 

evaluation criteria, and (b) a proof of concept malware 

implementation study in which the development of location 

tracking application is examined. 

3.1 Evaluation Criteria 
A comparative evaluation of Smartphone platform is 

performed by using a set of evaluation criteria that are 

elaborated in the table-1. The proposed criteria concern the 

development platform and the developer. The platform based 

criteria are objective, relying solely on the platform 

characteristics. Contrarily the developer related criteria are 

subjective, giving details about the development effort and as 

a result depends on the developer’s skills and background. 

Table 1. Proposed Evaluation Criteria 

Evaluation Criteria Type 

Development Tools 

availability  
String (Yes, Partial, No 

Development Friendliness Boolean 

Installation Vector 
String (Multiple, Restricted) 

Application Portability 
Boolean 

Application Testing 
Boolean 

Aplication Removal 
Boolean 

Unofficial Repositories 
Boolean 

Distribution Cost Boolean 
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API Restrictions Boolean 

Application Signing Boolean 

4. IMPLEMENTATION OF MALWARE 

ATTACK 
Our study examines the implementation feasibility of a simple 

attack scenario. As a proof of concept to study the 

implementation of a malware attack is presented. To evaluate 

the robustness and the security properties of the smartphones 

platform under examination of criteria defined in the previous 

section are applied. 

The application collects the Smartphone’s user GPS 

coordinator and sends them to the attackers. It is assumed that 

the malicious functionality is included in a free GPS 

navigation application. The malware described in most cases, 

that it is executed without creating any suspicion to a naïve 

Smartphone user. The reason for this is that the applications 

regrets are compatible with the application’s expected 

functionality. 

The analysis of the results regarding the development and use 

of this malicious application to the Smartphone platform. The 

platform that we have examined are: Android OS, Blackberry 

OS, Symbian OS, Apple iOS and Window Mobile OS. The 

results of the case study are presented. 

4.1 Case Study: Android 
On the Android platform our attack implementation was 

successfully developed in one day for the implementation 

purposes. The reasons that why our attack implementation 

was efficient are: (a) the platform adopts the widely used 

programming language, (b) the effective documentation of its 

API. In addition the same source code successfully 

accumulates and executed in version 2.1 and 2.2 of the 

Android platform; hence within the Android platform the 

application is considered portable. There are many options for 

the attackers regarding application distribution the reason for 

this is that the Android platform does not force any restriction 

neither on the source of application nor on the installation 

vector. For the placement of applications in the official 

repository a small registration fee is required but it is 

considered inadequate to impede an attacker moreover, even 

application testing for malicious behavior is not taking place, 

if the official repository is selected for the distribution. Hence, 

it is likely that malware such as one described in this case 

study is currently presented and downloaded by navie users 

from the repository. 

As we have already described the security model of the 

Android platform imposes some application restriction 

concerning the application signing and API control. We argue 

that there restrictions provide only partial security protection. 

API control restrictions are authorized by the navie user for 

the former only during the application installation. After the 

installation no further checks about application permissions 

task place. Hence, especially in our case, it is likely that the 

malicious application would be granted the requested 

permission where it is fully match the expected applications 

functionality. 

Table 2. Android Analysis and Result 

Evaluation Criteria Android 

Development Tools 

availability  

Yes 

Development Friendliness Yes 

Installation Vector Multiple 

Application Portability 
Yes 

Application Testing 
No 

Aplication Removal 
Yes 

Unofficial Repositories 
Yes 

Distribution Cost No 

API Restrictions Yes 

Application Signing Yes 

(Source: http://developer.android.com/guide/topics/security/ security.html) 

4.2 Case Study: Blackberry 
The result was again successful regarding our attack analysis 

on Blackberry platform. The attack was conducted by the 

RIM’s official development toolkit was used for attack 

implementation. The duration of the attack implementation 

was not demanding. The adoption by the platform of a widely 

used programming language and the effective documentation 

its API are the reason for the effectiveness of the attack 

implementation. Moreover, the same source code successfully 

compiled and executed in version 5/6 of the Blackberry 

platform, therefore the application is considered portable. 

Regarding the origin of the application the security model of 

the Blackberry does not impose any restrictions. Nonetheless 

to access restricted and sensitive platform APIs the 

application package file must be signed. Before accepting the 

submission of an application the security model of the RIM’s 

platform does not empty any application moreover, there is no 

application removal system automatically removing 

applications with malicious behaviour. Hence, if the malware 

application is submitted in the official repository then it is 

very likely to be downloaded and installed in Blackberry 

devices. 

Table 3. Blackberry Analysis and Result 

Evaluation Criteria Blackberry  

Development Tools 

availability  

Yes 

Development Friendliness Yes 

Installation Vector Multiple 

Application Portability 
Yes 

Application Testing 
No 

Aplication Removal 
No 

Unofficial Repositories 
Yes 

Distribution Cost Yes 

API Restrictions Yes 

Application Signing yes 

(Source:://docs.blackberry.com/en/developers/deliverables/21091/Security_

overview_1304155_11.jsp) 

4.3 Case Study: Symbian 
Symbian OS provides basic functionality sufficient for 

application development providing the developer the option to 
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self sign her application nonetheless, since the location 

capability, some compatibility issues exit, which controls 

access to API determining the location of the device does not 

reside in the basic capability category in some Symbian OS 

version. 

Only the basic capability category was used for the 

development of the malware attack scenario. The user has to 

accept the self signed applications create a security warning at 

installation time. Even so the user would likely accept the 

installation of the application by passing and ignoring the 

security warnings. Apart for signing the application, the 

security model of the platform doesn’t restrict the 

application’s distribution and as a result the attacker has many 

distribution options in the Symbian platform the attacker 

implementation was not successfully compiled even though 

with the officially recommended development toolkits 

implementation was performed, the case study developers 

were unable to compile their code. Even the sample 

applications provided by Symbian could not be compiled the 

installation of the development toolkit was fully automated 

and the developers did not participate in its configuration. 

Table 4. Symbian Analysis and Result 

Evaluation Criteria Symbian  

Development Tools availability  Yes 

Development Friendliness No 

Installation Vector Multiple 

Application Portability 
No 

Application Testing 
No 

Aplication Removal 
Yes 

Unofficial Repositories 
Yes 

Distribution Cost No 

API Restrictions Yes 

Application Signing Yes 

(Source: https://www.symbiansigned.com/app/page) 

4.4 Case Study: Apple iOS 
The implementation of our simple location tracking attack 

was successfully completed on Apple’s iOS. The 

implementation was tested on emulators iOS. The installation 

of applications to devices running the iOS system is only 

possible via Apple’s App store. Hence, for running the 

devices of the official version of iOS unofficial application 

repositories are not available. 

In our case study, the user would only be prompted to permit 

access to location data. But, the user is expected to confirm 

access to location data as the application is providing location 

based services. Afterward, the data would be transfermed to 

the attacker’s remote server without the user noticing it from 

Apple devices and their removal from the application 

repository it has developed security mechanism allowing the 

remote detection of malcious application. This is a 

consequential post installation security mechanism in case 

Apple the user become suspicious of the malware software. 

Table 5. Apple iOS Analysis and Result 

Evaluation Criteria Apple iOS 

Development Tools availability  Partial 

Development Friendliness No 

Installation Vector Restricted 

Application Portability 
Yes 

Application Testing 
Yes 

Aplication Removal 
Yes 

Unofficial Repositories 
No 

Distribution Cost Yes 

API Restrictions No 

Application Signing Yes 

(Source: http://developer.apple.com/devcenter/ios/) 

 

4.5 Case Study: Windows Mobile 
On the installation vector of applications the security model of 

windows mobile does not impose restrictions furthermore, 

even if they are downloaded from a source outside microsoft’s 

official reposotory application are able to be installed on the 

devices. Hence, the attackers does not have application 

distribution costs. Moreover, for malicious behaviour the 

application is not being tested, since it is not distributed by 

Microsoft distribution services. Nevertheless, the application 

removal mechanism applied by Microsoft may be used for the 

automated removal of the implemented malware application. 

To sum up, in windows mobile the feasibility of our malware 

attack depends on the device configurations regarding the 

security model, the user authorization at installation time and 

the automated application removal security mechanism. 

Table 6 Windows Mobile Analysis and Result 

Evaluation Criteria Window Mobile 

Development Tools 

availability  

Yes 

Development Friendliness Yes 

Installation Vector Multiple 

Application Portability 
Yes 

Application Testing 
No 

Aplication Removal 
Yes 

Unofficial Repositories 
Yes 

Distribution Cost No 

API Restrictions No 

Application Signing No 

(Source: http://msdn.microsoft.com/en-us/windowsmobile/dd569132.aspx) 

4.6 Overview of the Case Study 
The security model of a Smartphone operating system has two 

contradicting goals. On the one hand concerning the execution 

of 3rd party applications on their devices it must provide users 

with security assurance. On the other hand, it must provide the 

developers with a security system where on the other hand, 
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consumers are willing to install new application and on the 

other, to implement new application it is easy and efficient 

under certain circumstances the proof of concept exercise 

demonstrated that, the security model of all available 

Smartphone platform would not counter a location tracking 

attack. Moreover, the attack on all Smartphone platforms it 

showed that it is possible to easily implement, except from 

Symbian and iOS. 

The reasons of the implementation failure on Symbian were 

not security related. They were related with the developer’s 

programming skills and Symbia’s structured API 

documentation. In all other platform the implementation was 

efficiently and effectively completed by average programmers 

and tested on the officially provided emulators. 

For malicious behaviour application testing cannot be avoided 

only on Apple’s iOS. Moreover, having strict installation 

requirements iOS was the only platform. Only Windows 

Mobile allowed, among the examined platform under some 

security model configurations, the execution of unsigned 

applications. Yet to the Smartphone holder on the examined 

platforms the digital signature process gives different security 

assurance. On the other hand, the user was not found having 

any control on the API running in the device, on some 

platforms.  

Based on the comparison of different mobile operating 

systems Android, Blackberry & Windows outperformed. 

Development friendliness Apple iOS has application 

capability and don’t unofficial repositories to make it a 

potential option for secure operating system. The symbian’s 

restricted vector makes a good contender. However android’s 

free distributed makes a good option for selection.  

Table 7 Overview of Malware Implementation 

Evaluation 

Criteria 

Android Blackbe

rry  

Symbia

n 

Apple 

iOS 

Window 

Mobile 

Developme

nt Tools 

availability  

Yes Yes Yes 
Partia

l 
Yes 

Developme

nt 

Friendlines

s 

Yes Yes No No Yes 

Installation 

Vector 
Multiple Multiple Multiple 

Restri

cted 
Multiple 

Applicatio

n 

Portability 

Yes Yes No Yes Yes 

Applicatio

n Testing 

No No No Yes No 

Aplication 

Removal 

Yes No Yes Yes Yes 

Unofficial 

Repositorie

s 

Yes Yes Yes No Yes 

Distributio

n Cost 
No Yes No Yes No 

API 

Restriction

s 

Yes Yes Yes No No 

Applicatio

n Signing 
Yes yes Yes Yes No 

 

5. CONCLUSION 
Smartphone devices are multi-purpose portable devices 

enclosing a vast amount of third party applications that 

augment the device’s functionality. The existing Smartphone 

security models facilitate mechanisms and processes 

controlling the installation and execution of third party 

applications. Even so, the sufficiency of the adopted security 

mechanisms seems to be controversial. Their ability to protect 

the devices from being a privacy attack vector from 

developers, such as undergraduate and postgraduate computer 

science students, is proven to be unclear. Our paper (a) 

proposes evaluation criteria assessing the development of 

Smartphone malware, and (b) provides a comparative case 

study analysis where the implementation and distribution of 

proof of concept location tracking malware is attempted in the 

current Smartphone platforms. This critical review study has 

given an insight that all Smartphone platforms would not stop 

average developers from using them as privacy attack vectors, 

harvesting data from the device without the user’s knowledge 

and consent. It also showed the easiness of malware 

application development by average programmers that have 

access to the official tools and programming libraries 

provided by Smartphone platforms. A silver bullet solution 

against similar attack scenarios is not available. Some of the 

possible steps that can reduce the possibility of being attacked 

is “prevention is better than cure”. However, the following 

steps can be a possible way-out to reduce/avoid a potential 

malware outbreak in smartphones: 

a) User awareness, i.e. informing user about security and 

privacy risks in Smartphone platforms; and 

b) Providing secure application distribution in 

Smartphone platforms.  

The scope for future research in this domain is in its infancy 

stage. This critical review is just a ‘tip of an iceberg’. 

However, the case study can be repeated with more developer 

attributes taken into consideration and for analyzing more 

security attributes as well. 
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