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ABSTRACT
DNS, Domain Name System is a protocol that resolves hostnames to IP Addresses over the Internet. DNS, being an open source, it is less secure and it has no means of determining whether domain name data comes from an authorised domain owner. So, these vulnerabilities lead to a number of attacks, such as, cache poisoning, cache spoofing etc. Hence, there is a need of securing DNS. Digital Signatures are a good way of authenticating the domain owners. The paper presents the Domain Name System security concept., Digital Signature algorithms helps in providing good level of security to DNS. Software like OpenDNSSEC, BIND, Secure64 etc. It involves the signing of DNS using cryptographical algorithms (e.g., RSA, DSA etc.). Further, ECDSA is one way that provides same level of security, as security provided by RSA for low power and portable devices. So, here we proposing a new ECDSA implementation that can be used to secure DNS.
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1. INTRODUCTION
The Domain Name System is a protocol for locating domain names and mapping them to IP addresses. DNS is a hierarchical, distributed database, which provides mapping between easy to remember hostnames, such as www.uptu.ac.in, and IPv4 or IPv6 network addresses, for example, 117.211.115.134. In DNS tree, each node represents a DNS name. A DNS domain is a branch under the node. When a hostname is translated into its numeric representation, this allows the network to trace a path from a user to a particular server. Correct and timely DNS translations are vital for networks such as the Internet and thus are an interesting target for attackers. As originally designed, DNS has no means of determining whether the domain name data comes from the authorized domain owner or it has been forged. This weakness in security leaves the system to be vulnerable to a number of attacks, like DNS cache poisoning, DNS spoofing etc.

1.1 Elliptic Curve Cryptography
Elliptic Curve Cryptography (ECC) is a kind of public key cryptography, based on the concept of elliptic curves. Elliptic curves are basically cubic equations of two variables, with coefficients. ECC uses only those elliptic curves, wherein the variables and coefficients are restricted to elements of a finite field.

1.2 Elliptic Curve Discrete Logarithm Problem (ECDLP)
The ECDLP is the basis for the security[3]. Given a point R = k*P, where R and P are known, then there is no way to find out what the value of ‘k’is. Since, there is no point subtraction or point division, to resolve k = R/P. Also, computing k requires roughly 2n/2 operations. If the key size is 192 bits, then 296 operations are to be done which would take millions of years. This thing where the multiplicand can’t be found even when the original and destination points are known is the whole basis of the security behind the ECDSA algorithm, and the principle is called a trap door function or ECDLP.

2. DNS BACKGROUND
The DNS system consists of following main components:
- Domain Name Space and resource records (RRs) which are used to identify hosts and extract its properties.
- Name servers having information on a subset of the domain tree.
- Resolvers or programs able to extract information from a name server after a client request and follow query referrals from one DNS server to another.
- Zones are certain portions of the DNS namespace. This portion is what for which the server is authoritative. An authority for server can be possible for one or more zones.
- Zone files are files that contain resource records about zones for which the server is authoritative. Zones are mostly implemented as text files in DNS implementations

Fig. 1: DNS Working
Each host is identified by the name and resource information combined into RR’s. RR’s includes information such as owner of the domain, type of the database record and the Time to Live (TTL) value. DNS also includes a feature for one host to posses several names, this is done with help of a canonical name (CNAME) RR’s. DNS messages can be carried over UDP or TCP. TCP version is mostly used for traversing stateful firewalls. DNS is also capable of performing inverse
queries, which resolve an IP address into a DNS name, needed for some network-enabled applications.

Name servers store information about only a particular segment or zone of the DNS database. When a name server answers a query, it can use either a local database or reply with a referral to another server. DNS server containing all information about a zone is called an authoritative server for that zone. It is recommended that data on authoritative servers is replicated to secondary servers to ensure availability. The name server can also contain cached data from other DNS servers for records requested by the local resolver.

Resolver is an interface for programs to communicate with DNS servers. Resolver transforms subroutine calls into DNS requests and queries various DNS servers. Resolvers can reside either on a local PC or a DNS server. The latter option is called a stub resolver.

3. DNS SECURITY
3.1 Security Need
As originally designed, DNS has no means of determining whether the domain name data comes from the authorized domain owner or it has been forged. This weakness in security leaves the system to be vulnerable to a number of attacks, like DNS cache poisoning, DNS spoofing etc. Due to weak authentication between DNS servers exchanging updates an attacker may predict a DNS message ID and manage to reply before the legitimate DNS server, thus inserting a malicious record into DNS database. The exploit forces a compromised DNS server to send a request to an attacker's DNS server, which will supply the wrong host to IP mapping.

DNS Security Extensions (DNSSEC) is a set of IETF (Internet Engineering Task Force) standards which have been created to address the vulnerabilities in the DNS and to protect from online threats. The main purpose of DNSSEC is to basically increase the Internet security as a whole by addressing and resolving DNS security weaknesses. Essentially, DNSSEC adds authentication feature to DNS that make the system more secure.

DNSSEC core elements were specified in following three IETF Requests for Comments which have been published in March 2005:
- RFC 4033 - DNS Security Introduction and Requirements
- RFC 4034 - Resource Records for the DNS Security Extensions
- RFC 4035 - Protocol Modifications for the DNS Security Extensions

Existing proposals for securing DNS are mainly based on public-key cryptography. The public key algorithms used for authentication in DNSSEC are MD5/SHA (Rivest Shamir Adleman Algorithm) and DSA (Digital Signature Algorithm). Digital signatures generated with public key algorithms have the advantage that anyone having the public key can verify them.

The Idea behind it is that every node in Domain Name Space has a Public Key and each message from DNS Servers is signed using Private Key. Since DNS is Public, Authenticated DNS root Public Keys are known to all, which are used to generate Certificates/Signatures to combine the identity information of Top Level Domain. So, in Domain Name Space each parent signs the Public Keys of all its Children in the DNS tree.

3.2 Securing DNS with ECC
With the technology growing faster everyone accesses internet through mobile phones whether it is used to check E-Mails or visiting any secure sites, ECC (Elliptic Curve Cryptography) can be implemented. ECC provides same level of Security as RSA[5] with benefits of small key sizes, faster computation, and memory and energy savings[6].

- Small Key Size and Faster Computation: The security level of 160-bit ECC and 1024-bit RSA is same. RSA operations are based on modular exponentiations of large integers and security is based on factoring these large integers. On the other hand, ECC operations are based on points over elliptic curves and security is based on discrete logarithm problem (ECDLP). This allows ECC to have the same level of security with smaller key sizes and higher computational efficiency.

- Memory and Energy savings: ECC requires less power for its functioning so it is more suitable for low power applications such as handheld and mobile devices. On small processors, multiple-precision multiplication of large integers (done in RSA) not only involves arithmetic operations, but also a significant amount of data transport to and from memory due to limited registers space. While in ECC, the scalar multiplications involve additions with no intermediate results to be stored, thereby requiring less use of registers. So, ECC provides less memory space and also energy required to perform additions is much less than performing multiplications, done in RSA.

<table>
<thead>
<tr>
<th>PARAMETERS</th>
<th>RSA</th>
<th>ECDSA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Key Size</td>
<td>1024 bit length</td>
<td>192 bit length</td>
</tr>
<tr>
<td>Encryption</td>
<td>Fast</td>
<td>Slow</td>
</tr>
<tr>
<td>Decryption</td>
<td>Slow</td>
<td>Fast</td>
</tr>
<tr>
<td>Key Exchange</td>
<td>Fast</td>
<td>Slow</td>
</tr>
<tr>
<td>Signature Generation</td>
<td>Slow</td>
<td>Fast</td>
</tr>
<tr>
<td>Signature Verification</td>
<td>Fast</td>
<td>Slow</td>
</tr>
</tbody>
</table>

4. ECDSA IMPLEMENTATION
The key parameters are taken as same as recommended by NIST but we are introducing a change in signing and verification process.

A. Key Parameters
Some predefined parameters for the ECDSA implementation, used, as follows:
1. Select a prime number (p) of large size.
2. Choose constants (a and b) such that (4a+3+27b2) modulo p is not equal to 0.
3. Generate elliptic curve points Ep (a, b), where Ep (a, b) is a generalized term for elliptic curve points (x, y).
4. Choose generator point (G) of order n, where order is number of points in the elliptic curve.
5. Select d such that 1 < d < n-1. This is used as private key. These parameters are recommended by NIST for federal government use and includes elliptic curves of various bit lengths (e.g., 192, 224, 256, 384, 521 etc.) [8].
6. Generate public key Q such that Q = d.G, where ‘.’ Is point multiplication for ECDSA and is represented as G+G+G……..d times which can be calculated using elliptic curve arithmetic.

### B. Signature Generation
1. Select a random number k to be used only once, that is, for every new signature generation of a message, a new k is selected, such that 1 < k < n-1.
2. Generate (r, s) component of signature such that
   a. k.G = (x, y)
      r = x modulo n
      if r = 0 then repeat 2 again
   b. Calculate hash of message (M) whose signature is to be generated, i.e., c = h (M).
   c. \( s = d(r^*k - e) \mod n \) (modified)

### C. Signature Verification
1. Calculate \( u_1 = e^*r \mod n \) (modified)
2. Calculate \( u_2 = (r^*s) - 1 \mod n \) (modified)
3. Calculate \( T = u_1.G + u_2.Q = (x_1, y_1) \), where ‘.’ is point multiplication and ‘+’ is point addition and can be calculated using elliptic curve arithmetic.
4. Calculate \( v = x_1 \mod n \)
5. If \( v = r \), signature is valid.

The above proposed algorithm is a variant of the algorithms as described in [1], providing less complexity in signing.

### 4.2 Comparison of Algorithms
The complexity comparison of four ECDSAs is shown in Table 2 [1]. The four ECDSA are:
1. Original ECDSA
2. ECDSA proposed by Hu Junru [1] (E-1)
3. ECDSA proposed by Hu Junru [1] (E-2)
4. ECDSA proposed implementation

### 5. EXPERIMENTAL OUTCOMES
Here the experimental outcomes are listed in form of detailed table corresponding to traditional ECDSA algorithms and its operations.

### Table 2 Algorithm Complexity Comparison

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Doubling Op(n)</th>
<th>Multiplication Op(n)</th>
<th>Invert Op(n)</th>
<th>Total Op(n)</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECDSA</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>(Log(n)+1)n^2</td>
</tr>
<tr>
<td>E-1</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>(Log(n)+1)n^2</td>
</tr>
<tr>
<td>E-2</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>(Log(n)+1)n^2</td>
</tr>
<tr>
<td>Proposed</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>(Log(n)+1)n^2</td>
</tr>
</tbody>
</table>

### 5. CONCLUSION
The purpose of this work is to show the simulation of how these software system works, but with ECDSA algorithm implemented in it. ECDSA being fast at verifying the signatures and uses small key size as compared to RSA and also provides same level of security as given by RSA. ECC is a growing field of future.

So, this work involves DNS security using ECC. ECC being very secure, smaller key sizes, less in power and memory consumption gives better security to portable small devices.
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