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ABSTRACT

Absence of architecture to describe how to implement authorization as a centralized service, in a way similar to authentication, has been causing redundant deployment of computing resources, lack of standard practices, and never-ending learning curve in maintaining proprietary or ad hoc authorization solutions. The paper develops an architecture, which focuses on centralization of authorization, to be called Centralized Authorization Service (CAuthS) or Authorization as a Service (AuthaaS), when deployed as a service, and is targeted to substitute platform-based ad hoc authorization solutions.

General Terms

XACML: eXtensible Access Control Markup Language is a standard maintained by OASIS [1].

ACL, RBAC, and ABAC: Access Control List, Role-Based Access Control, and Attribute-Based Access Control are commonly known patterns in the domain of authorization ([2]; [3]; [4]).

User Access Control (UAC): An enterprise or federation-scoped authorization (access control) service discussed in the paper. In addition to access control, validation of action by the principal (user) is included in the meaning of authorization.

UUID: Universally Unique Identifier is defined by the Open Software Foundation [5]. It should guarantee uniqueness of principal within an enterprise-scoped or a federation-scoped UAC service.

Identification, Identification Provider (IdP): Identification a.k.a., authentication, validates credentials of principals and returns results as Boolean responses. Issuing secured tokens is often included in the task-list of the IdP [6]; however, the latter responsibility may be gainfully shared by the SP particularly if per-transaction tokens are warranted for security reasons.

Core Concern, Crosscutting Concern: Core business gives rise to logic known as the core concern; other, supportive logic are known as crosscutting concern [7]. However, the paper will take a relative view on this: if individual concerns in the set \( C = \{ c_1, c_2, \ldots \} \) containing all of them are implemented separately then it will be assumed that the relation, crosscutting \( X \) into \( C \) will be deemed reflexive, i.e. \( c_iXc_j \Leftrightarrow \forall c \in C, c_i \neq c_j \). It practically means that authorization being a crosscutting concern for some business service also means and is meant by the business service (or a part of it) acting as crosscutting concern for authorization.

Service Provider (SP): UAC resources are controlled by the Service Provider (SP), which provides access to identified principals, subject to nature and extent determined by the UAC.

Principal: Entity seeking access over UAC resources. Also vide infra.

Subject: Entity allowed access over UAC resources. Also vide infra.
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I. INTRODUCTION

Since authorization is not currently being treated as enterprise-wide, cross-domain, federated (cross-enterprise), or cloud-based service, it necessitated deployment of redundant computing resources to run multiple services in parallel. Generally, authorization includes following component services: (a) collaboration with authentication to ascertain identity of a principal; (b) manage data necessary to perform authorization and providing a service-interface to the SP; and (c) make use of such patterns as ACL, RBAC, or ABAC, etc., which would cover current and foreseeable future requirements of managing the core problem of authorization without breaking codebases. Many of such functions as are currently performed by individual services, can be performed by a centralized service that would scale computing resources better.

It is noteworthy that XACML evolved as a standard of authorization rather than to facilitate development of a centralized authorization service. Some criticized it for its verbosity and complexity [8]. Nevertheless, a standard is needed to build CAuthS or AuthaaS. Rest of the paper focuses on a conceptual, rather than a descriptive, standard. As far as the following architecture is concerned, ad hoc JSON or
2. ELEMENTS OF DESIGN

Essential elements of CAuthS, as depicted by Figure 1, are following.

2.1 CAUTHS OR AUTHAAAS

CAuthS or AuthaaS is described by the following classes.

2.1.1 Principal

A principal is an actor that requires access to a UAC resource by means of the SP interface provided by the platform containing such resource. It, therefore, needs authentication and authorization.

2.1.2 Platforms and UAC Resources

Platforms implement SP for the benefit of principals; they also contain UAC resources, views of which are provided to principals via SP. Such resources are components of platforms that would normally consociate with permissions, including none, thereby defining views of it that are made accessible to principals. To create views, platforms would implement handlers. The set views Ψ may be conceived as the binary relation6 [12] ‘for the purpose of’ from the set of UAC resources Υ to the set of permissions Ξ, which is described by (1) below.

\[ Ψ \subseteq Υ \times Ξ \]

Here, the first component of each vector \( ν \in Ψ \) is arbitrarily taken to be a UAC resource and the second component is, permission.

2.1.3 IdP (Identity Provider)

IdP authenticates a principal to the platform.

2.1.4 UAC

UAC implements a client interface to be used by the platform. It also implements an authorization interface that determines a subjects’ accessibility over a view.

2.1.5 Subject

Subject (a.k.a. role in RBAC) represents a set containing all smallest grants of assignees that can be authorized and a convenient indirection that allows loose coupling between principals and views. Subjects S and views Ψ would define relation ‘is authorized to’ or \( \sqsubseteq \), also to be called the authorization-set.

(2) \( \forall A \subseteq S \times Ψ \)

A relation ‘may act as’ or ‘is assigned to’ would exist from principals \( P \) into subjects \( S \), defined by (3) below.

(3) \( \forall Ro \subseteq P \times S \)

The relation (3) means that one or more principals can be mapped to one or more subjects (and vice versa) while (2) would determine corresponding views in the following steps:

(a) Given \( p \in P \), find \( Ro_p \subseteq Ro \) such that \( (\{p\} \times S) \cap Ro = Ro_p \).
(b) For all \( s_j \in Ro_p, j \in S \) find \( \{s_k\} \subseteq A \) such that \( \{s_j\} \times Ψ \cap A = \{s_k\} \).
(c) Views \( \{\psi_{s_k}\} \) assignable to \( p \) would be given by \( \{\psi_{s_k}\} = \{\psi\{s, \psi\} = \{a_{s_k}, s \in S \land \psi \in Ψ\} \).

2.1.6 Extension

Infrequently though, subjects and views may be conditionally associated; for example, a subject and a view may be connected via environmental conditions\( ^8 \) (13; [33]). It may be trivially observed that such conditions would affect dimensions of vectors represented by (2) above. Thus, if \( T \) is

---

5 A view may be taken as such aspect or aspects of a UAC resource as can be made accessible to a principal.
6 In this paper all future relations will be deemed to be binary ones.
7 For example, if \( v \in Y \) represents a ‘chair’ and \( (v \in Y) \in Ξ \) represents ‘sitting on’ and ‘standing on’ respectively then \( u \in Υ \) would mean ‘chair for the purpose of sitting on’, etc.
8 These are \( n \)-tuples, including ordered pairs [33].
9 By not narrowing down the relation from \( P \) into \( S \) to a function, \( Ro \) would fulfill both many-to-many, which is typical with RBAC [34; 35], and many-to-one, typical with ABAC [36; 37], schemata.

---

Figure 1: UML class diagram showing static relationship between CAuthS and its ecosystem.
the set of time intervals such as $\{8,17,\ldots\}$ then $A$ may be redefined by (4) below.

(4) $A \subseteq S \times \Psi \times T$

The relation (4) above may be observed to address requirement of use case 1, vide footnote 10.

### 2.1.7 Sequencing

Sequence of calls, in view of which the architecture has been defined, is following.

(a) A principal requests for a UAC resource to the platform via SP.

(b) The request is asserted by the IdP to have been originated from an identified principal.

(c) Authorization-profile of the principal is requested and fulfilled via UAC client that may comprise of data related to zero or more subjects. UAC may create profile from persistent data; it may also obtain data from other processes that make such data available to it on the fly.

(d) Based on profile-data, the platforms would select handlers and parameterize them in order to create views that are authorized for the principal. Thereafter platforms would return such authorized views to principals via SP.

### 2.2 Profile

Not all mutually exclusive, subject-profiles' are necessarily subsets of the authorization-set $A$ and/or are indexed by the set $S$ of subjects, vide (5) and (6) below.

(5) $\bigcup_{j \in S} \Pi_j = A \Rightarrow \Pi_j \in \mathcal{P}(A) \forall j \in S$

(6) $\Pi_m \cap \Pi_n \supseteq \phi \forall m \neq n \wedge m, n \in S$

Thus, all subject-profiles, together, constitute the authorization-set; additionally, distinct subjects may not always have distinct subject-profiles. One or more subject-profiles would aggregate in a profile, which relates to a principal, vide supra (under Subject) and Figure 2.

Profiles may be conceived as mementoes, each holding a complex message from UAC to undifferentiated platforms—any participating platform should be able to process profiles to obtain authorization-related data. Such messages should have semantics that need be understood only by the recipient, not even UAC, in general (only an administrator of UAC data related to an SP may need to understand semantics of data related to such SP). A minimalistic schema of profile is depicted by Figure 2.

The schema need not be the same for all platforms or UAC resources; each platform or resource may have their own schema or reuse a common schema. Details of the sample schema in Figure 2 are following.

#### 2.2.1 Principal Id

Principal Id uniquely identifies a principal.

#### 2.2.2 Profile

A profile is a comprehensive set of authorization-data related to a principal. Notably, principals $P$ and the set $\mathcal{P}(A)$ would have a functional relation $h$ given by (7); also, vide §2.2.

Thus, given a principal $p$, an element $\Pi_p$ of $\mathcal{P}(A)$ can be uniquely determined. This is because a power set would contain all subsets, including possible unions.

(7) $h : P \rightarrow \mathcal{P}(A) \Leftrightarrow \exists \Pi_p \in \mathcal{P}(A) \forall p \in P | h(p) = \Pi_p$

Clearly, the profile $\Pi_p$ would be union of zero or more subject-profiles $s$, vide (8) below.

(8) $\Pi_p = \bigcup_{s \in p} \Pi_s$
### 2.2.3 Subject Id

Uniquely identifying a subject, subject id \( I_s \) would be derivable from principal id \( I_p \), because associated subjects can be identified from the identity of a principal, vide supra (under Subject). Subject-profiles are aggregated over subjects related to a principal in order to constitute a comprehensive set of authorization-data related to the latter.

### 2.2.4 Access Filter

An access filter includes data related to a set of permissions, applicable to a subject, over a subset of UAC resources and how authorized views of such resources may be created. Thus, an access filter is a unique vector \( (I_s, I_h, I_m, I_p) \) of UAC resource id \( I_s \), a handler id \( I_h \), and a permission id \( I_p \), describing which handler should be applied against which UAC resource and with which permission. Generically, the set of access filters comprise a sub-set of the set of all possible combinations of UAC resource id’s, handler id’s, and permission id’s.

### 2.2.5 Access Validator

Access may not be validated ex post facto, i.e. after access has been provided to a UAC resource; in the same way as access filters do before providing access. The vector \( (I_v, I_h, I_m, I_p) \) representing an access validator would include UAC resource id \( I_v \), handler id \( I_h \), pre-access hint (hint-message) \( I_m \), and exception alert (exception-message) \( I_p \). One or more of the last two dimensions of the vector may be undefined.

### 2.2.6 Authorization Handlers

Handlers have been supererogatorily designed as reusable logic implemented with identical syntactic but distinct semantics. Semantically differentiated but syntactically identical interfaces are not new. With such interfaces one can effectively dissociate contexts from strategies in order to facilitate reuse by discovery of types at runtime, which may also be achieved, albeit in a limited way, with conditional logic. Let, for example, a handler \( h \) be known by the following generic (functional) signature:

\[
(9) \quad h: J \rightarrow O
\]

Here \( J \) represents input-type and \( O \) output-type. If \( J, O \) are replaced by members of the context-type \( C \) then, given the function, discovery \( d \), vide footnote 15, it is possible to bijectively \([39]\) map contexts into types, vide (10) below.

\[
(10) \quad d: C \approx J \cup O \cup \Rightarrow \exists c_i, c_o \in C \forall e \in J \wedge \sigma \in O \big((d(c_i) = \epsilon \wedge d(c_o) = \sigma) \wedge (\epsilon = \sigma \Rightarrow c_i = c_o)\big)
\]

The first part of (10) implies that the discovery function maps, equivalently\[42\], contexts into the union of different types, including input-type and output type. This implies that for all members of input-type or output-type one can always find corresponding context-type such that discovery of context yields types such as input-type or output-type. Further, distinct contexts always map to distinct types.

Therefore, it would be possible to discover syntactically correct types by contexts that are supplied at runtime, which would allow (9) being re-designed as (11) below.

\[
(11) \quad h \circ d: C \rightarrow O
\]

Thus, it is possible to map contexts into syntactically correct output-types. This is possible because \( d \), vide (10), enables converting contexts into types. Access filters can, thus, covert contexts into type-driven handlers (strategies) and apply them to control access over UAC resources.

### 2.2.6.1 Overcoming Platform Barriers

The scheme described above uses discovery in order to avoid serialization of types, too, some of which could be disparate across platforms. Thus, it may help if all types are serialized as universally recognizable context-type.\[43\]

\[15\] Equivalency is a consequence of bijection \([40]\).

\[16\] It may also be possible to change syntactic signature based on context. Thus \( c_e \in C \) may represent the context of a delimiter-type \( e \in D \) separating distinct types expressed as contexts. For example, if \( c_e \in \text{Cl}(d(c_o)) = a \in A \) and \( c_e \in \text{Cl}(d(c_o)) = b \in B \) hold then \( h(d(c_e)) = f \circ g \) and \( h(d(c_e,c_o)) \in e \in E \) may have same syntax. However, the delimiter-context \( c_e \), in function \( h \) makes it bivariate by making the latter equivalent to \( h(d(c_e,c_o)) = f \in E \).

\[18\] XML \([41]\) and JSON \([42]\) can be two such types.

---

Figure 2: A sample schema of profile (i.e. of a principal)

![Diagram](image-url)
Since implementation of handlers would be specific to the platform of each access-controlled UAC resource, a generic function, e.g., (9) above, between any platform and UAC may return a profile as a memento that would contain all necessary contexts of types for controlling access. These are mapped to different types and are specific to platforms. Using taxonomy of major object-oriented languages, a typical approach\textsuperscript{19} to invoke a method was chosen in the sample.

2.2.7 Permissions
Permissions \( \Xi \) combine with UAC resources \( Y \) to give the superset of all views \( \Psi \), vide (1) supra (under Platforms and UAC Resources)\textsuperscript{20}.

3. COMPONENTIZATION
How UAC stands in relation to other components is depicted in Figure 3 as well as described below. It may be noted that functions to be performed by platforms are included in UAC Resource Managers.

3.1 Interfaces
3.1.1 UAC Resource <n> SP (UAC Resource Service Provider)
The interface allows principals \( P \) to make use of the Principal Interface\textsuperscript{21} \( I_P \) to request from UAC resources \( Y \) and obtain amongst views \( \Psi \) determined by their profiles \( \{ \psi_p \forall p \in P \} \).
Earlier (vide Subject supra) it was discussed how id\textsuperscript{22} of a principal, which ought to be part of a request, could be logically processed to obtain the set of views \( \{ \psi_p \} \) permissible to it. If all possible views corresponding to UAC resource \( \in Y \) be given by \( \{ \psi_p \} \) then \( \Psi = \{ \psi_p \} \cap \{ \psi_p \} \) should determine the view to be returned to the principal, if unique. However, if cardinality of \( \Psi \) is greater than one then some other policy or condition e.g., ‘union of permissible views if more than one’ would determine the final view to be authorized. If composite views are unwarranted, principals may explicitly indicate which subject they represent to avoid exceptions \textsuperscript{17}.

3.1.2 Identity Service
Identity service is implemented by an IdP and used by platforms to identify principals at the outset of sessions. However, instead of the IdP, tokens or assertions (also, vide footnote 12), may be generated by platforms, which would facilitate per-transaction tokens, vide footnote 3, without overburdening the IdP.

3.1.3 Access Control Service
Platforms would make use of the interface to request access control data with respect to an identified principal. It may also include which UAC resource(s) the principal wanted access to and conditions, if any. In response, the service would return a memento containing authorization profile of the principal. If details such as UAC resources or conditions are supplied, the profile can be trimmed to include only relevant information.

3.1.4 Invoker
Platforms use the interface for decorating \textsuperscript{14} UAC resources in order to create views, where handlers would provide strategies \textsuperscript{14} and profiles contexts.

3.1.5 View Handling
UAC resources would implement the interface for the benefit of handlers in order to decorate them. If necessary, order of handlers may be specified in the profile.

3.1.6 View Generation
The interface, implemented by the platform, allows a UAC resource to pass a final and decorated view of it, thereby completing processing-cycle of authorization.

3.2 Components
3.2.1 Platform <n>
Platforms are containers of all other components. One platform differs from another in implementation details of its components—types in relation to components being generally incompatible across platforms. However, context-types need be undifferentiated to be understood in the same way universally.

3.2.2 UAC Resource <n>
UAC resources are components, views of which are accessed by principals. To facilitate the process, they would implement view handling and associate with view generation interfaces.

3.2.3 UAC Resource Manager <n>
These components coordinate the processes of authentication, authorization, and managing views. Thereby, they present a façade \textsuperscript{14} to the principal interface. Internally, they may manage session-tokens, process profiles of principals to determine strategies in order to invoke appropriate handlers as strategies, and receive final views of UAC resources before passing to the principal.

3.2.4 Handler <n>
These components process specific authorization tasks, which may be generic or applicable to a specific type of UAC resources.

3.2.5 Principal Interface
These are components implemented by clients of the UAC resource service provider interface—they maintain an interface between principals and platforms.

3.2.6 IdP
This component implements the identity service.

3.2.7 UAC
This component implements access control service.

\textsuperscript{19} These are as follows: handler id, namespace, class, method, parameters (separated by delimiter).
\textsuperscript{20} In sample, permissions were described with a unique id, name, value, and description. The former would be used to index permissions, name and value would describe a property, description is optional.
\textsuperscript{21} This may be a human-computer interface or one between two systems, depending on nature of the principal.
\textsuperscript{22} Ids of principals may be taken as indirection of principals themselves.
4. ADMINISTRATION

Administration relates to the maintaining static relationship between UAC and other components. For such purpose, a maintenance interface would be provided by UAC (not in the diagrams).

5. ADAPTING TO AD HOC AUTHORIZATION SOLUTIONS

If ad hoc authorization solutions need be adapted, it may be achieved in one of the following two ways.

5.1 Adapting CAuthS to Ad Hoc Authorization

Firstly, adapter may convert calls to the access control service into those of the ad hoc authorization interface. Thus, there would be as many ad hoc UAC Adapters as there are ad hoc authorization interfaces. The scheme does not use a view-handling interface.

5.2 Adapting Ad Hoc Authorization to CAuthS

Alternatively, ad hoc authorization interface may allow unrestricted access to handlers over UAC resources vide
Figure 5. Unless view creation process is tightly coupled with the ad hoc authorization solution, this way more granular access control could be exercised by UAC.

<table>
<thead>
<tr>
<th>Principal</th>
<th>IdP</th>
<th>AdHocAuthorizationSolution</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Authorization</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>UACService</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Authentication</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Platform</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Resource</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>View</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Permission</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;&lt;Interface&gt;&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>UnrestrictedAccess</td>
</tr>
</tbody>
</table>

6. CONCLUSION
The architecture facilitates centralizing authorization service in the following way.

(i) It separates the concern related to maintenance and management of authorization-related data from application of the same that, in a way, distinguishes between access-control “core” and “crosscutting” ([18]; [19]).

(ii) The core concern of authorization has been separated from SP’s by managing data related to them in platform-neutral, ubiquitous contexts, thereby facilitating centralization.

(iii) Handling of contexts forms a part of business logic of SP’s that are core concern for them. However, handlers as strategies may introduce a standard way of handling, wherein contexts are provided by the UAC client.

(iv) Dynamic discovery of types, vide footnote 15, can scaled down maintenance of handlers.

(v) A profile, as a memento, may use a standard schema, e.g. one provided by XACML, or, an ad hoc schema. JSON may be used in addition to XML or an ASCII string. Thus, it is plausible that CAuthS uses different schemas for mementoes for different authorization clients.

(vi) It provides architectures to integrate ad hoc authorization solutions, thereby making coexistence possible among ad hoc solutions adopted by legacy applications and CAuthS.

Since a ubiquitous memento connects SP’s with the UAC service, the latter may be deployed as a service, thereby justifying calling it as AuthaaS. Benefits of UAC as CAuthS or AuthaaS are following.

(i) Scaling productive computing resources, man or machine, would be easier. This is because, as a centralized service, one may load balance CAuthS independent of UAC resources that CAuthS authorizes.

(ii) Learning curve of maintaining authorization service would be flatter since one need not learn a multitude of solutions.

7. A Special Use Case
A special use case of CAuthS would be to grant access to a subset $\Psi_{cp}$ of the accessible views $\Psi_p$ by an authenticated principal $p \in P$ to another, possibly unauthenticated principal $p \in P$, who normally would not have access to all views under such subset i.e., $\phi \subseteq \Psi_p \cap \Psi_{cp} \subseteq \Psi_p$. The process would be following.

(i) A permission grant $g \in \Xi$ may be created.

(ii) A subset $\Psi_f$ of views $\Psi$ may be defined, which only would be under purview of ‘grant’. Alternatively, let $\Psi_f = \Psi$.

(iii) A subset $P_f$ of principals $P$ may be defined, in a way similar to (ii) above. Alternatively, let $P_f = P$. Another alternative would be $P_f$ may have

---
23 The use case is similar to OAuth 2.0 standard ([43]; [44]). However, in the paper details of implementation are omitted.
principals all of which are not in $P$ i.e., $\phi \subseteq P \cap P \subseteq P$.

(iv) A set $Y_g$ of composite resources may be defined, union of which with $Y$ may be assigned ($\bowtie$) to $Y$, vide(12) below.

$$
(12) \quad (Y_g = (\Psi_g \times P_g) \land Y = Y \cup Y_g) \Rightarrow Y_g | Y_g \subseteq Y \cap \\
(\Psi_g \times P_g).
$$

(v) A subject $s^g \in S$ may be created that has grant $g$ permission on a subset $Y_g$ of $Y_g$. In other words, the subject has access to any view $\Psi_j = Y_j \times \{g\}$.

(vi) A principal $p \in P$ having been related to $s^g$ by ‘is authorized to’ or $A$, i.e., $pAs^g$, would be able to grant permission on previously defined views to previously defined principals.
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