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ABSTRACT
Today, the internet has become a 4th necessity for human after air, water and food. The internet is widely used for business. Now-a-days, billions of transactions are done online with the use of different applications. In today’s world threats to security is becoming more and more sensitive issue, lots of attacks have taken place in recent years. It is observed that there are many leakages in the security of web applications. Five attacks out of top ten attacks are done using Structured Query Language (SQL). Database attacks mostly affect on Data Theft, Data manipulation and by Pass user authentication. Our study focus is to prevent sensitive data exposure. The authors have proposed dynamic database security policy to prevent sensitive data exposure using Oracle database
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1. INTRODUCTION
Use of the internet is almost double in the last 5 years [2] [4] [25]. As per Netcraft survey, approx. 629,939,191 websites are hosted on the server as of January 2013. Approximately, 60% of internet resources are not safe [2]. Growth in attacks is almost exponentially in the last few years [1] [2] [4] [25].

Attacker use different paths for executing their tasks. A wide range of technologies is used for web application development as a result, it is very easy to attack on applications. One attack can do several impacts on business [1] [7]. Application software with security leakages is dejecting our financial, defense, energy, healthcare and other critical infrastructure [1] [8]. Our digital infrastructure gets increasingly complex and interconnected. As a result, it is most critical to secure applications.

1.1 As per OWASP 2013, A New Risk, “Sensitive Data Exposure” has been Identified in 2013 “ [1]
Databases are used to store and execute transactions. In order to execute transaction database reveals confidential data at the front end like credit card number, date of birth, social security number, etc. Many applications do not properly protect sensitive data [1] [8] [9]. Attackers may steal or modify such sensitive data to execute the financial fraud, identity theft or other attacks.

Sensitive data need to be protected while storing, retrieving or sharing with the front end. Many techniques are available like encryption, etc. Databases in use have implemented various security policies. Researchers have proposed various solutions to mitigate this Application risk [7] [10] [11] [12].

In this paper, a simple, flexible and dynamic security policy is presented for preventing sensitive data exposure. The model is developed using Oracle and can work on multiple Applications.

This paper is organized as follows: In section 2i problem is defined and Existing Filter solutions are discussed. In Section 3, proposed filter is described. In section 4, testing and results of proposed filter are discussed. The conclusion is provided in section 5 (Refer to figure 1 Paper Map)

Figure 1: Paper Map

2. LITERATURE SURVEY
2.1 Related Work
As per CIA triangle, Confidentiality, Integrity and availability are 3 key database security goals [5]. The most popular RDBMS has Role Bases Access Control or user level access control mechanism. These security policies provide data access at either table level or row level. When user access data from the database, it retrieves information for all columns. An encryption facility for sensitive data storage is also available.

As per the Open Web Application Security Project (OWASP), the new threat added since 2010 is “A6-Sensitive Data Exposure” [1]. Breaches with more than 10 Million Identities Exposed in 2013, which is 700% more compare to 2012. Top 3 out of top 10 types information breached were real names, birth dates and social security numbers (government numbers) [7].

Attackers most commonly use Structured Query Language (SQL) [1] [9]. An attacker craft SQL statements to manipulate (add, modify/delete) data or steal information. Key impact as a result of such attacks is loss of data or sensitive data
exposure. Several solutions exist to detect and prevent such attacks caused using SQL [7] [10] [11] [12]. Several solutions have been proposed by Researchers for database security like:

a) Watermark based techniques is implemented to secure database [13]

b) Encryption based techniques is implemented to keep the data in the database secure [14] [15]

c) Cryptography is implemented to keep the data secure in the database by encrypting the data [16] [17].

d) Steganography is implemented to hide critical data and prevent them from unauthorized and direct access [18] [19]

e) Access control based techniques are implemented to hide critical data and prevent them from unauthorized and direct access [20] [21] [22] [23] [24]

2.2 Problem Statement

Key Problems with existing Sensitive data exposure risk solutions [13], [14], [15], [16], [17], [18], [19], [20], [21], [22] [23] [24] are summarized as:

- Need complex logic to store and retrieve plain text
- Works same for all users
- Requires more space to store small data
- Performance is a major concern
- Requires more efforts and skill to deal with techniques
- Most places no encryption is done or if done it is key generated are weak [1]

The research problem is defined as:

<table>
<thead>
<tr>
<th>Research Question</th>
<th>Objective</th>
<th>Variables studied</th>
<th>Resources</th>
</tr>
</thead>
<tbody>
<tr>
<td>Which concepts, are to be implemented to prevent sensitive data theft even at column level?</td>
<td>Prevent Sensitive Data loss without performance loss</td>
<td>Database Security, Application Security, Application users and Flow</td>
<td>Data Base, Database Administrator, Users</td>
</tr>
</tbody>
</table>

Four out top 10 attacks are related to database (SQL) and caused using SQL [01], [10], [11] so our focus will be on restricting data extraction using SELECT statement of SQL in this paper.

3. PROPOSED MODEL: SENSITIVE DATA FILTER (SDF)

The authors have proposed highly dynamic and flexible automated approach to prevent sensitive data exposure. This solution is deployed at database level on Oracle database (11g).

Figure 2 shows the architecture of proposed solution. Major 3 phases of the proposed solution are Build SDF catalog, creating custom security functions/policies and configuring custom policies using fine grained access control mechanism of oracle database.

3.1 Build SDF Catalog

In this phase, tables to store objects on which security policy need to be are created. There are mainly three objects identified: 1) SDF User Master, 2) SDF Application Master and 3) SDF Policy Master. Which is used to store identified sensitive data, i.e. identifies tables and columns which contain sensitive data, e.g. credit card number, date of birth etc. and stored information into database objects created. To automate above step, JSP based User interface is developed.

<table>
<thead>
<tr>
<th>Table 1. SDF Data Dictionary</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>App id</strong></td>
</tr>
<tr>
<td>11</td>
</tr>
<tr>
<td>12</td>
</tr>
</tbody>
</table>

**Explanation:** The Sensitive application master will be used to store details of sensitive applications.

3.1.2 Sensitive Object Master

<table>
<thead>
<tr>
<th>AppId</th>
<th>Table Id</th>
<th>Table Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>11</td>
<td>1</td>
<td>EMPLOYEE</td>
</tr>
<tr>
<td>11</td>
<td>2</td>
<td>PAY SLIP</td>
</tr>
<tr>
<td>11</td>
<td>3</td>
<td>BKP_EMP</td>
</tr>
</tbody>
</table>

**Explanation:** The Sensitive object master will be used to store application wide sensitive objects

3.1.3 SDF Security Row Level Policy

<table>
<thead>
<tr>
<th>AppId</th>
<th>ObjId</th>
<th>Grant access to user</th>
<th>Number of rows access granted (max.)</th>
<th>Condition</th>
</tr>
</thead>
<tbody>
<tr>
<td>11</td>
<td>1</td>
<td>SCOTT</td>
<td>10</td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>1</td>
<td>HR</td>
<td>5</td>
<td>Deptno=10</td>
</tr>
<tr>
<td>11</td>
<td>1</td>
<td>AR</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>

**Explanation:** SDF Row level security policy will be used to store user wise table wise row level number of rows access granted.
3.1.4 SDF Security Column Level Policy

<table>
<thead>
<tr>
<th>AppId</th>
<th>ObjId</th>
<th>Columns</th>
<th>SDF_Rule</th>
<th>Hide_flag</th>
</tr>
</thead>
<tbody>
<tr>
<td>11</td>
<td>1</td>
<td>Sal</td>
<td>Deptno=10</td>
<td>Y</td>
</tr>
<tr>
<td>11</td>
<td>3</td>
<td>Comm.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Explanation: The SDF Column level security policy will be used to store column level user access on sensitive columns.

In the next section, how this data have effect when Filter works is explained.

3.2 Generate Custom SDF Security Policy Function

Create Custom stored function for each Security policy defined in above security row and column level tables.

Example: Custom security function Security Row Level Policy will be as below:

```
CREATE OR REPLACE FUNCTION sdf_row
  (v_schema IN VARCHAR2,
   v_objname IN VARCHAR2) RETURN VARCHAR2 AS
  con VARCHAR2 (50);
  rowcnt number(5);
BEGIN
  begin
    select norows, sdf_rule into rowcnt,con
    from sdf_appl_mst a,
         sdf_obj_mst b,
         sdf_obj_row_rules c
    where a.appid = b.applid
      and b.applid = c.applid
      and b.objid = c.objid
      and appname = upper(v_schema)
      and objname= upper(v_objname)
      and sdf_user = user;
  exception
    when no_data_found then con :='';
  end;
  if rowcnt is not null then
    con :='rownum <= '||rowcnt;
  end if;
  RETURN (con);
END;
```

Example: Custom security function Security Column Level Policy will be as below:

```
CREATE OR REPLACE FUNCTION hide_sal_data
  (v_schema IN VARCHAR2,
   v_objname IN VARCHAR2)
RETURN VARCHAR2 AS
  con VARCHAR2 (200);
BEGIN
  con := 'deptno=10';
  RETURN (con);
END hide_sal_data;
```

Configure Security policy for sensitive data columns:

Here, defined security policy to restrict display of salary column will be configured. The custom Security function created in the previous step is implemented using dbms_rls package of oracle [26].

Example: SDF Column Level Security Policy

```
BEGIN
  DBMS_RLS.ADD_POLICY(
    object_schema => 'SCOTT',
    object_name => 'EMP',
    policy_name => 'hide_sal2',
    policy_function => 'hide_sal_data',
    sec_relevant_cols => 'sal',
    sec_relevant_cols_opt => dbms_rls.ALL_ROWS);
END;
```

3.3 How SDF Filter Works?

Whenever any query is executed, the fine grain policy will check whether any security policy is set on objects used in the query.

If yes, it will modify the query and run else run query as it is (refer to Figure 3).

If no security policy based objects were found in the query, it will execute the query as it is.

![Figure 3. SDF Filter work flow](image)
Example: Custom security function Security Row Level Policy will be as below:

<table>
<thead>
<tr>
<th>Case</th>
<th>Original Query</th>
<th>Filtered query</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Select * from employee;</td>
<td>Select * from employee Where rownum=10;</td>
</tr>
<tr>
<td>2</td>
<td>Select * from payslip;</td>
<td>Select * from payslip Where rownum&lt;=0;</td>
</tr>
<tr>
<td>3</td>
<td>Select * from bkp_emp;</td>
<td>Select * from bkp_emp Where deptno=10;</td>
</tr>
</tbody>
</table>

Explanation: Case 1: maximum 10 row display access is set on the EMPLOYEE table PAYROLL schema to SCOTT user.

Explanation: Case 2: No (zero) row access is set on salary slip (payslip).

Explanation: Case 3: Here, SCOTT user can see the salary (sal) of department 10 only

4. EXPERIMENT: TEST AND RESULTS

Filter testing was executed from all three sources (application, Back end and using tools ). And the authors were able to restrict sensitive data exposure. We tested security policy on local host web application, JSP based custom reporting forms and SQL*Plus. The model is able to restrict sensitive data exposure using dynamic security policy. Test scenarios and results are summarized in Appendix A.

Performance observed is as below:

<table>
<thead>
<tr>
<th>Executing User</th>
<th>Execution Time</th>
</tr>
</thead>
<tbody>
<tr>
<td>SYS</td>
<td>00:00:00.02</td>
</tr>
<tr>
<td>SCOTT</td>
<td>00:00:00.02</td>
</tr>
<tr>
<td>AR</td>
<td>00:00:00.02</td>
</tr>
<tr>
<td>HR</td>
<td>00:00:00.02</td>
</tr>
</tbody>
</table>

5. CONCLUSION

The Sensitive Data exposure filter/security policy is developed successfully. SDF Filter was successfully implemented and thoroughly tested. SDF Filter found to be very effective.

Key Benefits of Model are:
- Easy to implement
- Dynamic as per user/application preferences
- Endless configurations helps in reducing human efforts
- It does not require any specialized infrastructure for implementations
- No extra coding efforts required as it works at the database level

SDF provides a highly configurable environment for application development. User can use it to create even for multiple applications. Such a setup does not require any additional infrastructure and can be used along with existing built-in security techniques (like MAC, DAC and RBAC) in application development to prevent database security.

There is no impact on performance of security policies.
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7. APPENDIX A : TEST CASES AND RESULTS

<table>
<thead>
<tr>
<th>Sr#</th>
<th>Security Level</th>
<th>Executing User</th>
<th>Test Scenario</th>
<th>Test Result</th>
<th>Test Pass/Fail</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Row Level (Rule 1)</td>
<td>SYS</td>
<td>Select * From employee;</td>
<td>Should return 1000 rows as per security policy</td>
<td>Pass</td>
</tr>
<tr>
<td>2</td>
<td>SCOTT</td>
<td></td>
<td>Display only 10 rows</td>
<td>Pass</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Row Level (Rule 2)</td>
<td>SYS</td>
<td>Select * From employee;</td>
<td>Should return 1000 rows as per security policy</td>
<td>Pass</td>
</tr>
<tr>
<td>4</td>
<td>HR</td>
<td></td>
<td>Display 5 rows</td>
<td>Pass</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>Row Level (Rule 3)</td>
<td>SYS</td>
<td>Select * From employee;</td>
<td>Should return 10000 rows as per security policy</td>
<td>Pass</td>
</tr>
<tr>
<td>6</td>
<td>AR</td>
<td></td>
<td>Should display dept=10 rows</td>
<td>Pass</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>Row Level (Rule 4)</td>
<td>SYS</td>
<td>Select * From payslip;</td>
<td>Should return 1000 rows as per security policy</td>
<td>Pass</td>
</tr>
<tr>
<td>8</td>
<td>AR</td>
<td></td>
<td>No rows will be displayed</td>
<td>Pass</td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>Column Level (Rule 1)</td>
<td>SYS</td>
<td>Select * From emp;</td>
<td>Should return 1000 rows as per security policy</td>
<td>Pass</td>
</tr>
<tr>
<td>10</td>
<td>SCOTT</td>
<td></td>
<td>Display salary only for rows related dept=10</td>
<td>Pass</td>
<td></td>
</tr>
</tbody>
</table>