ABSTRACT
It has been well accepted by the software professionals as well as researchers that software systems have to evolve themselves to survive successfully. Software evolution is a crucial activity for software organizations. The objective of this paper is to identify critical challenges and giving a proposal against those in the area of software change management. The paper focuses on the existing issues of software change management. Software change impact analysis, software change propagation and regression testing are the key steps in change management process.
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1. INTRODUCTION
Even today, software change management is a very challenging area for researchers. For about three decades, researchers have put their continued efforts in this direction and shared their contemplation. Change seems to be very simple when someone demands it, but the complexity of the task appears when it moves towards the implementation phase. Software maintenance and evolution is an expensive phase in the software development life cycle. The quality and demand of software can be judged by its maintainability.

As a change is requested, it is not the only issue as to where to make the change, but how the change is processed, is also an important consideration in order to maintain the quality of the software in terms of reliability, understandability, reusability and maintainability.

Before moving towards details of the change, just have a look at the following scenario. There is a complete well-furnished, multistoried building. After shifting in one of the flats of this building, the owner of the flat observes the need of some changes in the flat. A group of owners of different flats may observe the need of some changes in the common area, the building owner may himself think about some changes in the building in near future. Here, different categories of people generate the demand for change in the existing system within their limited premises as well as in the common area. These changes may be restricted by physical or financial constraints, or by some government rules. Hence, before implementing the requested change it is necessary to look and analyze the change request against such boundaries.

The similar scenario occurs with the software change. Different stakeholders and/ or users may request a change because of market competition or any other reason. The viewpoint of analyzing a single change is different for everyone. A change is always followed by multiple changes in the existing system. The most challenging activities during maintenance are: (I) to assess the impact of the primary requested changes and (II) secondary changes that are due as a result of primary requested changes. The ignorance of studying these secondary changes could make the system inconsistent and could generate new bugs; thus, it is essential that before actual implementation there should be a thorough impact analysis of proposed changes and the set of secondary changes.

The other dimension of change management is to assure the user that change is working correctly in the system without any side-effect in the existing system. Technically, we termed this process as regression testing. There are so many unfolded questions related with software change management. Answers to these may give efficient solutions to the software industrialists, developers and programmers regarding software change management.

2. STATE OF THE ART
Various authors propose software change process models. Olsen [6] presents a change management model that views the whole software development process including both development and maintenance phase. This model does not make a distinction between different types of changes and does not give any idea about, how different types of changes could be managed. According to Ghoshal [6], change management covers the change activities during both the software maintenance and development phases. Since the process is same for all changes, the change control board is also same for all changes, regardless whether the change request deals with a new functionality or with an error identified. An impact is the effect of one object on another. Impact analysis (IA) is used to determine the scope of change requests as a basis for resource planning, effort estimation and scheduling. Software change-impact analysis estimates the impacted elements and related documentation of the software, if the proposed software change is implemented. Arnold and Bohner [1] define a three-part conceptual framework to compare different impact analysis approaches and assess the strengths and weaknesses of individual approaches. Gethers et al. [2] proposes a framework for impact analysis in the paper based on the degree of automation and developer augmentation information, which is obtainable in a system maintenance scenario. The Pfleeger and Atlee [3] focus on the risks associated with the change and state, "Impact Analysis (IA) is the evaluation of many risks associated with the change, including estimates of the effects on resources, effort, and schedule". Kung et al. [4] describes an algorithm to identify the impacted parts of the system by comparing the original system and the modified version, and find the difference between these two systems. Sherriff and Williams [5] compute the impacted files based on textual similarities that have been retrieved from the previous Change Requests (CR).

Change propagation analysts analyze the flow of change and find the path required for change implementation. At every milestone, change transforms into other form. The deliverables of change propagation analysis is the detailed
report, which consists of the inputs and outputs required for every milestone where change could move from. Dam [9, 10] develops a framework that provides a more effective and automated support for change propagation in design model that uses a Belief- Desire- Intention (BDI) platform to perform change propagation. The use case diagram consideration is absent in the proposed approach misses, which is the basic diagram for defining the deviation in system behavior from original to requested change in an abstract manner.

Chechik [11] proposes an approach that provides an automated technique for propagating changes between requirement and design model but the consistency between different models at different levels of abstraction is a major undertaking. Rajlich [12] gives a model for change propagation, which is based on graph rewriting. Weidlich [13] presents a novel approach of change propagation among business process models. His technique is based on the notion of a behavioral profile, which captures a set of dedicated behavioral aspects of a process model.

After implementing the requested changes in software system, the next step is to check the accuracy of the system, since during implementation of requested changes, a number of secondary changes are also made which may be a reason of performance degradation of the system. Test Case Prioritization is the process of scheduling test cases in an order to meet some performance goal. Agawral et al. [14] proposes a prioritization technique that achieves modified code coverage at the fastest rate possible. This work only concentrates on version-specific test case prioritization.

Huang et al. [15] proposes a method of cost-cognizant test case prioritization based on the use of historical records. In this approach, historical records are gathered from the latest regression testing and then a genetic algorithm is proposed to determine the most effective order of test cases. Seth [16] proposes an approach for prioritizing test cases using sequence diagram. However, the work is limited to a single diagram consideration of UML diagrams. There is also a need to consider the requirement of prioritization on the basis of requirement criticality.

There is various software change process models present in the literature, but every model handles all the changes by the single process. However, it is far from the real practices because a developer treats different types of change requests in different ways like urgent change demand bounded with very tight time span while changes arise due to market competition are tightly bounded with quality of the product time period of releasing is not the prime constraint. Following are some problems that are still uncovered.

- What is the impact on software complexity in the software change process?
- How much impact analysis is required?
- How much regression testing is necessary for assuring the system efficiency?
- What is the procedure to implement the change?
- What are the measurements to measure the impact of change on the existing system with the parameters like reliability, reusability, understandability and maintainability?

On the basis of literature survey, the research gaps mentioned above can be formulated as the following problem statement:

### 2.1 Problem Definition
Software change is an indispensable activity. A little change can affect the large part of the software, thus the managed way for analysis, implementation and testing of change is essential to maintain the software quality and functionality. The main objective of the research is to propose and implement a novel approach for managing the change. Focus of our work is to address the change related issues in UML based systems.

### 2.2 Research Objectives
The goal of this research work is to address the problems discussed above in an efficient manner. In order to achieve this goal, there is a need to resolve the following key issues that constitute research challenges for this work:

- **a.** First, we need to develop a software change process model that includes change complexity computation.
- **b.** Second, we need to design a formula for computing the software change complexity.
- **c.** Third, we need to develop a technique, to determine how the proposed change would affect the existing system. This would involve impact analysis of proposed change to identify the components that would be influenced by the implementation of the proposed change.
- **d.** Fourth, we need to design a methodology that will more precisely give the knowledge about secondary changes, with reference to the proposed change that covers the multiple design views [8] of the software design document, so that the updated and correct software artifacts will also be maintained.

Fifth, we need to develop a methodology for safely and precisely test the system after implementing.

### 3. RESEARCH PROPOSAL
In this research, it is assumed to find the solution of problems discussed in the previous section. The following points shortly give an idea, how these problems will be tackle:

- The complexity is one of the acute parameter for measuring the quality of the software. The complexity of the system increases as the system grows, but it should have some pattern. Here the complexity of change includes the parameters like the nature of change, scope of change, level of coupling, resource requirement for change urgency and level of change. Random complexity deviation is not good for the software health. It might be possible that a small change may affect more than one big change to the system. Thus, there exists a relation among software change impact, complexity deviation and system maintainability.

- There are different categories of a change: minor change, major change, urgent change, functional change, non-functional change, essential change. Putting same effort for all type of change in analyzing impact is not worthy. There is need to formulate some relation between severity of change and effort required in impact analysis.

- The complete system retesting after the implementation of proposed change is almost impossible. However, one cannot randomly decide the amount of testing that assures about software
efficiency and accuracy. Thus, there is a need of some method by which one can estimate the regression testing effort necessary for the software. Based on the criticality of the change, a portion of system gets impacted. The motive of the regression testing is to assure that the expected unimpacted part of the system remains unimpacted after implementing the proposed change.

- Change is a cyclic process that consists of many activities. For efficient implementation of a change, it is compulsory to follow some sequence of these activities. Somerville [7] proposes a change model, but this model does not consider the complexity of the change. Now, the question occur that how and when to analyze the complexity of the change. In this research, we will propose a novel change model.

- Most of the time the requested change comes in the category of functional change and we only put our focus on finding functional impact. To preserve the level of software quality, after imposing change in the existing system, is very challenging. Those changes can never be appreciated that result in degradation of quality of the system. The impact analysis of the quality parameters of the software system is the only way to analyze the effects of proposed change on the quality of the system. After filtering the research problems, the next section lists out the major objectives in order to handle software change management.

The following section discusses proposed software change process model.

4. PROPOSED MODEL

Change is inevitable in the software development after the release of first version. Various authors propose software change process models. Ghoshal [6] presents a change management model that views the whole software development process including both development and maintenance phase. This model does not make a distinction between different types of change and does not give any idea about, how different types of changes have been managed. According to Ghoshal [6], change management covers the change activities during both the software maintenance and development phases. Since the process is same for all changes, the change control board is also same for all changes, regardless whether the change request deals with a new functionality or with an error identified. There is a need of a software change process model that handles the present issues.

The following section discusses proposed software change process model.

4. PROPOSED MODEL

Change is inevitable in the software development after the release of first version. Various authors propose software change process models. Ghoshal [6] presents a change management model that views the whole software development process including both development and maintenance phase. This model does not make a distinction between different types of change and does not give any idea about, how different types of changes have been managed. According to Ghoshal [6], change management covers the change activities during both the software maintenance and development phases. Since the process is same for all changes, the change control board is also same for all changes, regardless whether the change request deals with a new functionality or with an error identified. There is a need of a software change process model that handles the present issues.

<table>
<thead>
<tr>
<th>Software Change Process Model Phase</th>
<th>Description</th>
<th>Deliverable</th>
</tr>
</thead>
<tbody>
<tr>
<td>Change Request</td>
<td>Requests are accepted from different sources like customer, user, developer, market</td>
<td>Filled Change Request Form</td>
</tr>
<tr>
<td>Change Identification</td>
<td>Change categorization is done</td>
<td>Category wise requested change list</td>
</tr>
<tr>
<td>Change complexity computation</td>
<td>The complexity of change is computed</td>
<td>Requested change list with their complexity</td>
</tr>
<tr>
<td>Change Impact Analysis</td>
<td>Where the effect of change can arise</td>
<td>Impact set that contain impacted elements</td>
</tr>
<tr>
<td>Change Propagation</td>
<td>Identification of secondary changes required to implement requested change</td>
<td>Set of secondary changes for proposed change</td>
</tr>
<tr>
<td>Change Implementation</td>
<td>Actual change in existing system</td>
<td>Modified system</td>
</tr>
<tr>
<td>------------------------</td>
<td>----------------------------------</td>
<td>-----------------</td>
</tr>
<tr>
<td>Unit Testing</td>
<td>It assures the functionality of change</td>
<td>Test result</td>
</tr>
<tr>
<td>Regression Testing</td>
<td>It assures that the existing functionality and quality of system does not get affected</td>
<td>Test result</td>
</tr>
<tr>
<td>Document Update</td>
<td>Change is made in the related documents like manual, data dictionary, training manual, installation guideline etc.</td>
<td>Modified documents</td>
</tr>
<tr>
<td>Version Release</td>
<td>New version is released</td>
<td>New version of system</td>
</tr>
</tbody>
</table>

The proposed software change process model consists of ten phases namely Change Request, Change Identification, Change Complexity Computation, Change Impact Analysis, Change Propagation, Change Implementation, Unit Testing, Regression Testing, Document Update, and Version Release. Again, it moves towards the initial stage as a change is requested. The functionality and deliverables of each phase can be summarized in the table above.

In this model, Change Requests are taken by different sources like customer, user, developer and market demand. The next phase identifies the change; change could be functional change, non-functional change, architectural change, structural change, behavioral change, sequential change, parallel change etc. The handling of every type of change is not same. Here, work is limited to analyze only functional changes. After identifying the changes, the complexity of the identified changes is computed. In the next section, there is a detailed discussion about change complexity computation methodology. Aprna et al. [17] Proposes a fundamentally new approach that seeks a systematic solution to accept or reject the requested change. The next phase after complexity computation is the change impact analysis. This phase is the decision making phase. Stakeholders take the decision about acceptance or rejection of the proposed change based on various parameters like change complexity, effort required in implementing and testing of the proposed change, risk associated with proposed change, percentage of existing system influenced by the proposed change. The outcome of this phase is a set of accepted change. Now, the next activity is to fetch the set of secondary changes that occurred because of primary change at the different places of the existing system. This activity is carried by the change propagation phase. After finding secondary changes corresponding to the primary accepted change, change is actually implemented; the implementation means not only to make changes in the code but also making changes in system design. The unit-testing phase is carried out after completion of implementation phase. The implementation phase and unit testing phase makes a loop until the desired result are not assured by the unit-testing phase. The next phase after successful unit-testing, regression testing phase comes, it assures that the existing systems functionalities remain unchanged after implementation of requested changes. If some error, bug or failure is reported, process moves towards implementation by taking back step. Only after the successful regression testing, process comes at document update phase and the finally new version is released in the version release phase. In the proposed work, we will focus on change complexity computation, impact analysis, change propagation analysis and regression testing phase of the software change process model.

The next section is a conclusion of the paper.

5. CONCLUSIONS
In conclusion, the proposed research offers a fundamentally new approach that seeks a systematic solution to organize the software change management. Since, UML is an industry standard modeling language with a rich graphical notation, with comprehensive set of diagrams and elements. It is considered for the research work. In this work, a software change process model is proposed that includes the software change complexity computation before processing the change. The complexity computation gives a new dimension to the analysts for analyzing the requested change. In addition, the criteria of acceptance or rejection became stronger than the earlier with the inclusion of change complexity. This research is expected to offer a more realistic solution for analyzing the software change impact of a proposed change on the existing system, closer values for software change propagation for making implementation process smooth and painless and regression testing that is more accurate.
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