ABSTRACT

Regression testing involves testing not only the functionality containing a defect but also testing related functionality to check if a change has introduce side effects. In order to check for the above, a change impact model has been developed using the artifacts built for the software during the design phase. Using both static and dynamic diagrams of UML, it is possible to understand the effect of a change. Also, this serves as a mechanism to ensure customer requirements are satisfied. In this paper, a fine-grained assessment of system change is given at the activity, class and functionality (i.e. use case) level using design models. When a defect is notified, first the activity or method containing the defect is identified. The impact of the defect on other methods is calculated and risk level assigned. Further, the same is used to calculate risk level at the class level and then at the use case level. An indication of the level of the risk the method, class and use case incurs due to the change is indicated aiding in selection of regression tests.
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1. INTRODUCTION

Regression testing involves re(verify)ing software to ensure that a change has not introduced defects. Thus, regression testing involves not only retesting part of the code that had defect(s) but also parts of the code that might get affected due to changes. However, re-execution of all test cases during regression testing is not possible given the constraints of cost, time and resources. In such a situation, it would be beneficial to identify parts of code that could be affected and run test cases related to them, thereby maximizing chance of detecting defects. Also, reducing the number of regression test cases is an important factor that ensures reduced cost.

The main objective of building an impact model is to identify parts of code that have a high chance of defects and hence require rerun of test cases. This approach is called safe regression testing [6] as it involves exercising all test cases that may reveal a defect. To achieve the above, there is need to classify methods, classes and use cases in a manner that helps testing by priority. Classes and methods are classified according to their relationship with the affected class and method, respectively, as follows:

(1) High : Class (or) method has a high chance or influence of having a defect and has to be tested definitely.
(2) Medium : Chance of defect in a class B being introduced due to defect in class A is medium.
(3) Low : The chance of the class being affected due to a defect is low and hence testing of such classes can be accorded low priority.

Regression testing is usually based on control flow or data flow obtained from the source code. Based on the Control Flow Graph(CFG), changes at source code level are identified and their impact on other parts of code assessed. Thus, this approach is code based. An alternative would be to use the analysis and design artifacts to understand the influence of a change. In this approach, a change is analyzed from a higher level perspective. Analysis is done to understand the impact of a change on design by studying methods, classes and functionality that may be influenced or affected by the change and defining a magnitude level for the methods, classes and use cases. The assumption made in such an approach is that changes in design during coding are reflected in the analysis and design document thereby maintaining traceability between design and development stages. The advantage of an analysis and design based approach is that changes can be analyzed better in terms of impact at the design level and an overall perspective obtained to decide on change requests.

A second advantage is that the approach aids in test case prioritization and selection as it identifies parts of code that may be affected. This aids in selecting test cases that need to be rerun and those test cases that can be removed from the test suite as they do not hold validity in the new context. By identifying a subset of test cases to be rerun, the cost of regression testing is kept low.

In this work, the focus is on introducing a change impact model using design artifacts (Unified Modeling Language) as basis, thereby aiding the regression testing process. The Unified Modeling Language (UML) has been chosen as it is becoming the de-facto standard used in the industry for analysis/design[1].

Thus, the motivation for the current work are as follows:

a. Estimation of regression test effort is a crucial factor. To aid this activity, UML diagrams are used to identify methods and classes that will need to be tested when a change is made.
b. Analysis of interactions both static and dynamic can be done using UML diagrams.
c. Enabling managers to plan and allocate resources for testing activities at an early stage.
d. Ripple effect of a change can be analyzed and hence testing can be planned accordingly.
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The paper is organized as follows: Section 2 gives the background study in the area of regression testing. Section 3 discusses related work in the area. Section 4 gives details of our approach on determining causes of defect and identifying methods and classes that need to be tested. Results of the work are discussed in section 5. Conclusion is given in section 6 along with the issues we intend to handle in future.

2. DETERMINING IMPACT OF CHANGE

2.1 Regression Testing

Regression testing is done to test a new version of software in order to verify that existing functionalities have not been affected by addition or change to system feature[5]. Regression testing cannot be done exhaustively due to constraints of cost, time and resource availability. The question to be asked is, ‘Should all test cases be re-executed each time a change is affected to a program?’ Running all test cases is not an effective strategy as it might include obsolete test cases as well as test cases related to functionality not affected by the change. Thus, a retest all strategy assumes that a change might introduce faults anywhere in the program and hence needs to be tested completely. Thus, the cost of testing here is equal to or exceeds the cost of system testing which is not feasible. An alternative approach is to reduce testing to those parts of the system that might have been influenced/compromised due to the change. Such an approach is called a selective retest strategy. In this approach, an analysis is done to identify parts of the code that might have been compromised due to a change. Here, a subset of test cases are executed with the effect that the defects unearthed will be the same as using the entire test set.

Several approaches to regression testing can be found in literature, wherein various software artifacts are used for selecting test cases. Some techniques use requirements, while others use design artifacts. Most work in literature use code as the basis for regression testing. In the case of requirements and design based approach, the changes are identified at a higher level of abstraction whereas the code based approach aids in identifying defects at a lower level of abstraction i.e. statement/method level. The methodology followed is to obtain a control flow graph of the code before and after the change and compare them in order to find those parts of the code that have changed. However, such an approach is confined to the coding phase and provides change impact information at a statement level.

In this work, an approach to identifying change impact and regression testing is evolved at the design level. The advantage of such an approach is that aspects of design along with the code can be considered providing a better approach to regression testing. Kung et al in their work list five phases for the regression testing process. They are:

(1) identification of changed classes
(2) identification of affected classes
(3) generation of an order for testing classes
(4) selection of test cases
(5) test case modification and generation

The current work looks at a design based approach in order to minimize testing effort at the same time maximizing the chance of detecting faults. The work proposed in this paper concentrates effort on steps 2 and 3 considering as input a set of changed classes. Given a set of defects found, the approach identifies affected methods, lists methods, classes and use cases by an order of priority by which they have to be tested and also lists functionalities (scenarios) to be tested.

3. RELATED WORK

Regression testing strategies work at two levels: white-box and black-box. A major part of regression testing use white-box testing strategies [2] and perform code analysis. Most regression testing techniques are code-based, i.e., these techniques select test cases using the source code of the original and modified programs [11][12][13][14][15]. Specification-based regression testing techniques[4] use specification as basis for regression testing. Most of these techniques select regression tests using only the modified system specification. However, it has been shown that code based testing and specification-based testing complement each other[4]. Most code based regression testing techniques thus use a call graph, control flow graph and the dependence graphs as the basis. The advantage of using white-box testing strategies is that the approach is fine-grained viz. changes are monitored at the code level. However, a disadvantage is the loss of functional perspective.

A second approach is the black-box approach where changes are monitored at the functional level. Here, functionality that can be affected are studied and the same used for regression testing[4]. Change impact model has been used for predicting the effect of change in [6][7][8][9][10]. The change impact model has primarily been used around code as well as design[10]. Brian et al[4] has used the class diagram and sequence diagram to build an impact model and select test cases for regression testing.

4. APPROACH TO REGRESSION TESTING

4.1 Change Impact Model

A change impact analysis is defined as determining the set of locations in the software that may be affected due to change. To build the change impact model, three types of UML diagrams have been considered: use case diagrams, class diagrams and activity diagrams. A use case represents a functionality and is elaborated using activity diagrams. A class represents the structure for similar objects and is defined as a set of attributes and methods. Classes are related to one another based on the following types of relationships: association, dependency, aggregation and inheritance. Composition relationship is considered along with aggregation as it is a strong form of aggregation.

An example of the relationships between classes is discussed through a class diagram for a library management system as shown in Figure 1. The relationship between the classes 'Librarian' and 'Book' is an association type of relationship. In case of association, a class uses the methods of another class to provide a service.
The relationship between the classes 'Journals' and 'Book' is an inheritance relationship. Here, 'Journals' is considered as a type of 'Book'. Therefore, the attributes and methods of the class 'Book' get inherited by the class 'Journals'. An aggregation is a relationship where an object of one class becomes a member (i.e., attribute) of another class. Thus, in all of the mentioned relationships, it can be inferred that a change in one class will affect the interacting classes. A change to a class can be a change to one or more attributes or to a method. Examples of change include: adding an attribute, deleting an attribute, changing a method's scope and changing the relationship between classes.

Activity diagrams elaborate a scenario in a use case diagram. Activity diagrams are dynamic in nature and show the interactions between objects of the system through method/message interactions. Method changes can be tracked from the activity diagrams. In an activity diagram, the type of construct a method that is being changed belongs to influences the methods that are part of the construct. For example, a change in an attribute type influences all methods that use the attribute. Similarly, a change in the predicate node of an activity diagram influences the branch nodes. Hence, the impact of a change at the method level can be assessed.

Use case diagrams represent functionality of a system with reference to users. Thus, activity diagrams elaborate use cases. Through the activity diagram and the class diagram, it is possible to define the methods and classes that can be affected due to a change. A set of classes can be considered as contributing to meeting a functionality of the system. Hence, a change in a class requires that functionality met by the class be re-tested. The above considerations are used to develop the impact model.

4.2 Ripple Effect

A ripple effect is a situation where, when a change is effected to a part of the system, the change is propagated to other parts of the system. 'Ripple effect' was introduced by Haney and is a major problem due to dependencies that exist between classes, modules and subsystems. Consider the following example. A test case has thrown a defect and it has been identified in Class B. However, the cause of the defect maybe either in Class B or maybe due to the dependencies that exist between Class B and other classes. Further, a change made to fix the defect in Class B may influence other parts of the code i.e. interacting classes like the expanding ripples across water when an object is dropped into it. The influence of the defect reduces as the ripples expand outwards. The same can be followed when considering defects in a system. Based on the above, a set of rules can be evolved to understand the impact of a given change.

Method Level:

a. If Method a() has a defect and is part of a sequence, then all outgoing message interactions from Method a() have a high risk factor.
b. If Method a() is a predicate, then the entire condition has a high risk of having a defect.

c. If Method a() is at the head of a fork-join construct, then all methods part of the fork-join construct have a high risk of having a defect.

Class Level:

a. If Class A has a defect, then all classes directly associated with Class A have a high risk of defect. From Figure 1, Class B has a high chance of having a defect, given that Class A has a defect. However, classes associated with Class B do not have a high risk of defects.

b. If Class A has a defect, and class B is connected to class A through a dependency relationship i.e. class B is dependent on class A, then class A has a high risk factor and class B also has a high risk factor as class B is dependent on class A to provide a service.

c. If Class B has a defect, and Class B inherits from Class A, then Class A has a medium risk factor. However, Class C that inherits from Class B has a high risk factor.

d. If Class A aggregates Class B, and Class A has a defect, then the chance of Class B having a defect is medium. However, if Class B has a defect, then Class A has a high risk factor. Aggregation includes composition relationship as composition is a strong form of aggregation.

Functionality Level:

a. All scenarios, both valid and invalid related to a class having a defect has a high risk.

b. All scenarios, both valid and invalid related to a method having a defect has a high risk.

Thus, the ripple effect can be calculated at different levels of granularity, namely, method, class and functionality level.

Steps involved in determining risk with respect to each activity are given below.

1. First, edges in an activity diagram are given weights [16].
   
   \[ W'(e') = (n_{i}\text{in}) X (n_{j}\text{out}) \]
   
   where \((n_{i}\text{in})\) is the number of incoming dependencies of node \(n_{i}\) and \((n_{j}\text{out})\) is the number of outgoing dependencies of node \(n_{j}\) and \(e\) is the edge connecting \(n_{i}\) and \(n_{j}\).

2. The distance between any two edges are stored in an adjacency matrix.

3. The Nearest Neighbour algorithm is used to form clusters by determining the nearest neighbour using the adjacency matrix.

4. Using the node that has a defect, identify corresponding cluster. Based on rules defined at the ‘Method Level’ assign risk values to each activity node.

Figure 3 shows the ripple effect calculated at the activity i.e. method level. Using this, further, impact at the class and functionality level will be calculated. The steps involved in developing the change impact model is shown in algorithm given in Section 4.3.

4.3 Algorithm

Algorithm 1 below details the steps involved in identifying methods, classes and use cases with risk. For the system under study, UML diagrams, namely, use case, class and activity diagram are given. Also, the lists of defects identified during testing are listed. For each defect the corresponding location, here, activity is identified. To rectify a defect, changes are made in code. A change can introduce new defects through change in related activities or classes. To identify the impact of a change, a change impact model should consider the above. In the proposed approach, first risk level is calculated
at the activity level by using a clustering technique (Nearest Neighbour Algorithm) and classified as high/medium/low. Further, the impact on classes and use cases is calculated.

**Algorithm 1 ImpactCalc()**

Input : UML diagrams for system under consideration

List of defects identified.

Output : List of methods, classes and functionalities that need to be retested along with risk factor

**REPEAT**

a. Identify method subject to change

b. For each method under change, identify impact of methods incident upon

Assess impact as high, medium, low

c. Identify class w.r.t. method under change

Assess relationship of class under change with associated classes

Assess impact as high, medium, low

d. Identify use cases w.r.t class undergoing change

Assess impact of scenario as high, medium, low

**For each of the steps b,c,d**

Identify related test cases and add to Test Suite

**UNTIL** all methods subject to change considered

### 5. RESULTS

Result of the work is shown in Figure 3 and Figure 4. In Figure 3, each activity along with corresponding risk level. Risk is categorized as high (level 3), medium (level 2) and low (level 1). Similarly, at the class level, for each class, risk level is given. Methods and classes with risk level termed ‘high’ have a high chance of defects and hence need to be given priority during testing. Methods and classes with risk level ‘low’ are not affected by the defect and hence have a low chance of regression defects. Hence, resources in terms of cost, time and manpower allocated to them can be reduced and effort can be concentrated on parts of code that have ‘high’ and ‘medium’ risk level. The impact model thus provides input to the managers to plan regression testing in an efficiency manner optimizing use of cost, time and resources.

### 6. CONCLUSION AND FUTURE WORK

In this work, a change impact model has been defined. The technique considers the impact a change has on methods, classes and functionalities of the system. A ripple effect model has been used to identify classes that are affected according to their distance from the affected class. The approach can be used in regression testing as it identifies a subset of test cases that needs to be re-run instead of the complete set.

Work done to date looks at design based regression testing. However, such an approach has its limitations as it lacks precision due to the high level of abstraction. To overcome this drawback, a hybrid approach that involves combining design and code based approach will be investigated. Secondly, the present work used a simple case study to understand the working of the technique. Ongoing work involves using a larger case study to determine the efficiency of the technique. Third, the results of the evaluation are shown in textual form. Future work will involve developing a visualization tool to make it easy for users to understand and comprehend the impact of change.

### 7. REFERENCES


Fig. 3. Snapshot showing risk level calculated for each activity

<table>
<thead>
<tr>
<th>ACTIVITY NAME</th>
<th>RISK LEVEL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Enquiry_about_book</td>
<td>1</td>
</tr>
<tr>
<td>Check_availability_of_book</td>
<td>2</td>
</tr>
<tr>
<td>Validate_member</td>
<td>2</td>
</tr>
<tr>
<td>Book_not_available</td>
<td>2</td>
</tr>
<tr>
<td>Register_Member</td>
<td>3</td>
</tr>
<tr>
<td>Check_no_of_book_issued_by_member</td>
<td>2</td>
</tr>
<tr>
<td>Book_not_issued</td>
<td>3</td>
</tr>
<tr>
<td>Issue_Book</td>
<td>3</td>
</tr>
<tr>
<td>Add_Member_Book_And_issue_details</td>
<td>3</td>
</tr>
<tr>
<td>Update_book_status</td>
<td>3</td>
</tr>
</tbody>
</table>

Fig. 4. Snapshot showing risk level calculated for each class

<table>
<thead>
<tr>
<th>CLASS NAME</th>
<th>RISK LEVEL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Book</td>
<td>3</td>
</tr>
<tr>
<td>Journals</td>
<td>3</td>
</tr>
<tr>
<td>Magazines</td>
<td>3</td>
</tr>
<tr>
<td>StudyBooks</td>
<td>3</td>
</tr>
<tr>
<td>Librarian</td>
<td>3</td>
</tr>
<tr>
<td>MemberRecord</td>
<td>2</td>
</tr>
<tr>
<td>Student</td>
<td>2</td>
</tr>
<tr>
<td>Faculty</td>
<td>2</td>
</tr>
<tr>
<td>Transaction</td>
<td>3</td>
</tr>
<tr>
<td>Bill</td>
<td>3</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>USE CASE NAME</th>
<th>RISK LEVEL</th>
</tr>
</thead>
<tbody>
<tr>
<td>SearchBook</td>
<td>3</td>
</tr>
<tr>
<td>IssueBook</td>
<td>3</td>
</tr>
<tr>
<td>ReturnBook</td>
<td>3</td>
</tr>
<tr>
<td>PayBill</td>
<td>3</td>
</tr>
</tbody>
</table>

