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ABSTRACT
Steganography is the art and science of secret communication, aiming to conceal the existence of a communication. Steganography in the modern day sense of the word usually refers to information or a file that has been concealed inside a digital Image, Audio/Video file. Information Security is becoming an inseparable part of Data Communication through Internet. In order to address this Information Security, Steganography plays an important role. In contrast to steganography, steganalysis is focused on detecting, tracking, extracting, and modifying secret messages transmitted through a covert channel. The digital media steganalysis is divided into three domains, which are image steganalysis, audio steganalysis, and video steganalysis. In this paper we are discussing about the digital image steganalysis technique for breaking steganography algorithm.
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1. INTRODUCTION
The Internet has revolutionized the modern world and the numerous Internet-based applications that get introduced these days add to the high levels of comfort and connectivity in every aspect of human life. Internet is used for various purposes – ranging from accessing information for educational needs to financial transactions, procurement of goods and services [1]. As the modern world is gradually becoming ‘paperless’ with huge amount of information stored and exchanged over the Internet, it is imperative to have robust security measures to safeguard the privacy and security of the underlying data. Cryptography techniques [2] have been widely used to encrypt the plaintext data, transfer the ciphertext over the Internet and decrypt the ciphertext to extract the plaintext at the receiver side. However, with the ciphertext not really making much sense when interpreted as it is, a hacker or an intruder can easily perceive that the information being sent on the channel has been encrypted and is not the plaintext. This can naturally raise the curiosity level of a malicious hacker or intruder to conduct cryptanalysis attacks on the ciphertext[2].

It would be rather more prudent if we can send the secret information, either in plaintext or ciphertext, by cleverly embedding it as part of a cover media (for example, an image, audio or video carrier file) in such a way that the hidden information cannot be easily perceived to exist for the unintended recipients of the cover media. This idea forms the basis for Steganography, the art of invisible communication. Its purpose is to hide the very presence of communication by embedding messages into innocuous-looking cover objects. In today’s digital world, invisible ink and paper have been replaced by much more versatile and practical covers for hiding messages – digital documents, images, video, and audio files. As long as an electronic document contains perceptually irrelevant or redundant information, it can be used as a “cover” for hiding secret messages. In this paper, we deal solely with covers that are digital images stored in the JPEG format. Each steganographic communication system consists of an embedding algorithm and an extraction algorithm. To accommodate a secret message, the original image, also called the cover-image, is slightly modified by the embedding algorithm. As a result, the stego-image is obtained. An extraction algorithm is used to get secret message from stego-images.
Steganography protects the intellectual property rights and enables information transfer in a covert manner such that it does not draw the attention of the unintended recipients. Therefore information hiding has been a hot research issue in recent years. Early research has focused on steganography to establish secret channels between two parties. In today’s modern world, this has changed thoroughly, however, and we must take a brand new view about steganography by using steganalysis techniques.

Steganalysis is the science of detecting the presence of hidden data in the cover media files and is emerging in parallel with steganography. The method is secure if the stego-images do not contain any detectable artifacts due to message embedding. In other words, the set of stego-images should have the same statistical properties as the set of cover-images. If there exists an algorithm that can guess whether or not a given image contains a secret message with a success rate better than random guessing, the steganographic system is considered broken. In this paper we will discuss various schemes of steganalysis for breaking steganography algorithms.

2. STEGANOGRAPHIC TECHNIQUES
In the last few years the theoretical foundations of information hiding has advanced very rapidly. Modeling the information hiding process as one of communications security produced improved information hiding algorithms as well as accurate models of the channel capacity and error rates. At the same time, steganography security, i.e. the ability of information hiding to serve in a scenario where the presence of an enemy explicitly aiming at nullifying the hidden information goals, whatever they are, has been recognized as one of the main open issues steganographic techniques face with.

For all the steganographic systems, most vital and elementary requirement is the undetectability. The hidden message should not be detected by any other people. Moreover, the cover message with hidden message i.e. stego-media are Indistinguishable from the original ones i.e. cover-media. The
cover-media and stego-media should appear identical under all possible statistical attacks and the embedding process should not degrade the media fidelity. The difference between stego-media and the cover-media should be imperceptible for visual attacks.

There are two types of algorithms 1) spatial domain, 2) transform domain.

2.1 Spatial Domain
In spatial domain we actually consider the image as a 2-d function of a Cartesian coordinates. Each pixel in the image is represented as in terms of coordinates & processing of the image is carried out on each pixel. Various algorithms of such type are LSB embedding, Pixel value differencing, Tri way pixel value differencing etc.

2.1.1 Least Significant Bit Substitution Techniques (LSB)
It is one of the earliest stego-systems to surface were those referred to as Least Significant Bit Substitution techniques, so called because of how the message data m is embedded within a cover image c. In computer science, the term Least Significant Bit (LSB) refers to the smallest (right-most) bit of a binary sequence.

2.1.2 Hide & Seek
The simplest form of image steganography is the method known as Hide & Seek which replaces the LSBs of pixel values (also referred to as the spatial domain) with the bits from the message bit stream. The algorithm is so straightforward that it does not require a key to be implemented. Whilst this makes things a lot simpler to program and exchange the secret, it does mean that the security lies solely in the algorithm. If a key were used, then it might still be impossible for the adversary to decode the hidden message, as the key would usually index the manipulated regions of the image. In the case of the Hide & Seek algorithm however, the adversary simply needs to understand how the algorithm works, and they will be able to decrypt the message.

2.2 Transform Domain
In transform domain we actually consider the image in terms of frequency components. The part of the image where edges are present is termed as high frequency components having larger variations in pixel intensity values & the smoother areas are termed as low frequency components where the pixel intensity values don't differ much. The algorithm of such type is Discrete cosine transforms.

2.2.1 JSteg
The JSteg algorithm was developed by Derek Upham and is essentially a carbon copy of the Hide & Seek algorithm discussed in section 2.1.2, because it employs sequential least significant bit embedding. In fact, the JSteg algorithm only differs from the Hide & Seek algorithm because it embeds the message data within the LSBs of the DCT coefficients of c, rather than its pixel values.

2.2.2 OutGuess
In much the same way that embedding the message data sequentially using the Hide & Seek method was not considered very secure, neither was the fact that the JSteg algorithm embedded in the same fashion. The first version of OutGuess, designed by Neils Provos [18], improved the JSteg algorithm by scattering the embedding locations over the entire image according to a PRNG on image c derived using seed k. This is very similar to the way that the randomized embedding approach improved the Hide & Seek algorithm.

2.2.3 F3
As an alternative to the OutGuess 0.2 algorithm, Andreas Westfeld designed an algorithm called F3 [27] which were considered even more secure. The reason for this is that it did not instantiate the same embedding process as the JSteg and OutGuess algorithms. Instead of avoiding embedding in DCT coefficients equal to 1, the F3 algorithm permitted embedding in these regions, whilst it would still avoid embedding in zeros and the DC coefficients. The algorithm still embedded the message data sequentially within c.

2.2.4 F4
The main pitfall with F3 was the fact that it effectively embedded more zeros than ones as a result of the shrinking mechanism. This meant that when the statistical properties of the stegograms are examined through its histogram for example, some artifacts of embedding became apparent. This is much the same as what happened in the JSteg implementation except a slightly different pattern is derived. In addition to this, steganalysts also found that more odd coefficients existed in F3 stegograms than even coefficients. This now meant that there were two deficiencies that could be examined when viewing the histogram of a suspect image. F4 was developed to remove these properties such that the histogram would appear similar to that of a clean image.

2.2.5 F5
The F5 algorithm [7] is predominantly the same as the F4 algorithm, at least in terms of its strategy for encoding the message data. However, the F5 algorithm was designed in an attempt to improve on the F4 algorithm by minimising the disturbance caused on c when embedding the message data. This was achieved by introducing matrix encoding, and the algorithm was the first known stego-system to make use of this technique. We will not review matrix encoding in great detail as it is rarely used for steganography, however we should be aware that it significantly decreases the necessary number of changes required for embedding the message data.

3. STEGANOLOGY FOR BREAKING STEGANOGRAPHY
Section 2 gives an illustration of just a few steganographic algorithms that can be used to embed a secret message within an image. If we are to assume that steganography is used with ill-intent (such as terrorism) then it is imperative that we continually develop steganalytical schemes capable of breaking steganography. Steganalysis is an extremely difficult science, as it relies on insecure steganography. If steganography is to be successful, it should leave no indication that a secret message exists. Thus, if the model has been created successfully, it should be a difficult task for any third party to spot that tampering has occurred. Jessica Fridrich [5] suggests that "the ability to detect secret messages in images is related to the message length". This statement is based on the logic that a small message embedded within a large carrier will result in a small percentage of manipulations, and therefore it will be much harder to spot any artifacts within the stegogram.

Of course, the success of steganalysis also depends on what information the steganalyst has to work from. There are two main classifications of steganography - targetted, and blind. We will focus on how they can be used to combat the steganographic algorithms discussed in Section 2, as well as introducing blind steganalysis techniques.
3.1 Trageted Steganalysis

Targeted steganalysis works when a method designed for identifying a specific steganographic algorithm has been developed [1]. For example, embedding within pixel values leaves patterns that can be searched for with suspicious files. If the steganalyst is sure that covert communications are taking place, and also knows of a possible method for how a secret message can be embedded, then it should be a fairly trivial task to summaries if the file contains this type of steganography or not. This section presents some basic steganalytical schemes associated with “targeted” steganalysis, including visual, structural, and statistical attacks.

3.1.1 Visual attacks

Visual Attacks are widely regarded as the simplest form of steganalysis. As the name suggests, a visual attack largely involves examining the subject file with the naked eye to identify any obvious inconsistencies. Of course, the first rule of steganography is that any modifications made to a file should not result in quality degradation, so a good steganographic implementation will create stegogrammes that do not look any more suspicious than the cover Work - at least not at face value. However, when we remove the parts of the image that were not altered as a result of embedding a message, and instead concentrate on the likely areas of embedding in isolation, it is usually possible to observe signs of manipulation. It can therefore be argued that the key aspect of a successful visual attack is to correctly determine which features of the image can be ignored (redundant data), and which features should be considered (test data) in order to test the hypothesis that a suspect image contains steganography. An incorrect choice can lead to an increase in false-negatives, which is something a steganalyst would want to avoid. As a result, it is highly likely that all permutations of possible redundant and test data sets will be analysed such that the steganalyst is in the strongest position to make an informed conclusion. Visual attacks on sequential and randomized Hide & seek algorithms are the examples.

Visual attacks are very time-consuming to produce test images for several possible methods of embedding, and that is before they are perceptually analysed. If a steganalyst wishes to exhaust every type of embedding strategy, they would need to look at thousands of images to consider the likelihood that a single suspect image is a stegogramme. This is obviously an inefficient methodology, and is often the reason why other steganalytical methods are preferred.

3.1.2 Structural attacks

Structural attacks are designed to take advantage of the high-level properties that are known to exist for a particular steganographic algorithm. For example, version 4.1 of Hide & Seek was forced to operate only on images that were of size 320 x 480 pixels [19]. Similarly, StegoDos operated only on images of size 320 x 200 pixels [10]. This means that a steganalyst that happens to intercept images of either of these sizes, can immediately flag them as suspicious.

Structural attacks rarely analyse each image on its own merits. Instead, the images are scanned to see if they contain any of the known side-effects for various steganographic algorithms. Images that contain these properties are often subjected to further investigation. There are sometimes cases where the image may possess symptoms of steganography when it is actually perfectly innocent. For example, computer generated images are likely to have a different colour composition than those of natural life because they are not influenced by the same elements such as light, shadowing, and sampling. Computer generated images may therefore appear structurally similar to what is expected for a stegogramme, but they do not necessarily contain hidden messages; this is why a more thorough investigation usually follows a structural attack. Structural attacks on file size and palette-based steganography are the examples.

Structural attacks are arguably more important to steganalysts than visual attacks because they can be applied against a wider range of embedding techniques. The attacks work best when the steganalyst has access to a known stegogramme. In these instances, the steganalyst can probe the image for inconsistencies, thus producing a feature set that is known to be associated with stegogrammes. A structural attack can then be instantiated by inspecting suspicious images for these features; those that contain the same properties are likely to be stegogrammes. With this in mind, structural attacks are rarely used as a means of proving that an image contains steganography, rather they highlight images that contain signs of embedding.

3.1.3 Statistical attacks

In mathematics, the study of statistics makes it possible to determine whether some phenomenon occurs at random within a data set [24]. Usually, a theory would be constructed that seemingly explains why the phenomenon occurs, and statistical methods can then be used to prove this theory to be either true or false. If we think about the data structure for a stegogramme, we can begin to see how statistics can be useful for steganalysis when proving whether or not the image contains a hidden message. A stegogramme can be broken down into two data sets: image data, and message data. The image data relates to the information regarding the physical image that we can see, and will typically relate to pixel values that point towards the colours used in that region of the image. The message data on the other hand, relates to information regarding the secret message, and - if encrypted - it is typically more randomly composed than image data. It can safely be derived that the message data is more random than image data, and this is where statistical attacks usually operate. Whilst there is usually far less message data than image data, the small percentage of randomness created by the message data is enough to invoke an attack. There are several methods that are known to prove the existence of a hidden message via statistical approaches; each aimed at identifying signs of embedding for specific stegosystems. One of them is chi-squared test. The test makes it possible to compare the statistical properties of a suspect image with the theoretically expected statistical properties of its carrier counterpart such that it is possible to determine the likelihood that a suspect image is a stegogramme.

Statistical attacks are often preferred to visual attacks and structural attacks because they can be automated. This means that there is less pressure on the steganalyst to determine whether an image is a stegogramme or not because the computed result essentially does this on its own. Computed decisions should greatly reduce the total frequency of false-negative results as they are not prone to personal interpretation as visual attacks are. Another benefit of statistical attacks is that they do not require a deep knowledge of what the cover image should look like. Whilst for structural attacks this was a very big part of the success, statistical attacks simply form an analysis based on what is presented from the suspect image alone. However, a deep knowledge of various embedding algorithms is important. If the steganalyst knows a wide selection of embedding tools then they can better design a statistical attack that identifies the artifacts of their embedding process.
3.2 Blind Steganalysis

Blind steganalysis on the other hand is a much harder task, and means that the steganalyst has no reason to believe that covert communications is taking place. In this case, a set of algorithms are typically developed in order to check for signs of tampering. If some signs of tampering are flagged by the lock structure from top to bottom remains intact. Initially adding the two totals together. This is the most famous approaches for evaluation, the g bargaining down to the 8x8 blocks that are used for compression. The method is driven stego Blockiness which takes advantage of the fact that most stego-systems encode the message data in the transform domain during the compression procedure to produce JPEG stegograms. Given that the JPEG compression algorithm operates by transforming the image into 8x8 blocks, and it is within these blocks that the encoding of the message operates, we can estimate the cover work by introducing a new block structure and comparing it with that of the suspect image. When there is a large difference, it suggests that the suspect image is a stegogramme, where as little difference typically indicates that the image is innocent. The general methodology of the calibration process decompresses the suspect image using its quantization table, removes 4 pixels from each side, and then recompresses the result using the same quantization table. Visually, and technically (by measures such as PSNR), the calibrated image is still very close to that of the suspect image. However, as a result of cropping the image and recompressing, we effectively break the block structure of the suspect image because the second compression does not consider the first. When testing the calibration process, it became apparent that the best methodology was to crop the image by 4 pixels in every direction (top, bottom, left, and right). Some literature suggests that 4 pixels should be cropped from the left-hand side of the suspect image, and a further 4 pixels should be cropped from the right-hand side of the image. However, this method does not remove the block structure as well as it should, as this is only equivalent to a half block shift to the side: the block structure from top to bottom remains intact. Cropping from all edges ensures that the entire block structure is removed, and thus a more accurate estimation is derived.

3.2.2 Blockiness

Now that we can derive an estimate of the cover image, we need to find some statistical property that differs between the calibrated image and the suspect image such that we can determine the probability that the image is a stegogramme. One of the strongest methods for achieving this is known as Blockiness which takes advantage of the fact that JPEG-driven stego-systems encode the message data in the same 8x8 blocks that are used for compression. The method is defined best by Dongdong Fu in [8] when it is stated that: "[Blockiness] defines the sum of spatial discontinuities along the boundary of all 8x8 blocks of JPEG images". Essentially, the logic behind Blockiness is that a stegogramme will contain a different set of coefficients across the boundaries of each 8x8 block to that of a clean image. We can therefore total the sums of the boundaries column-wise and row-wise for both a suspect image and a clean image (or our calibrated image) and then calculate the difference between the two. A large difference suggests that the image is a stegogramme, whilst a small difference is probably down to compression, and therefore reflects a clean image. The formula for calculating the Blockiness of an image is shown in equation

\[ B = \sum_{i=1}^{M} \sum_{j=1}^{N} |g_{i,j} - g_{i+1,j}| + \sum_{j=1}^{M} \sum_{i=1}^{N} |g_{i,j} - g_{i,j+1}| \]

where \( g_{ij} \) refers to the coordinates of a pixel value in an MxN grayscale image. As we can see from the above equation, the formula operates in a column-wise and row-wise motion rather than calculating the blockiness for each 8x8 block individually. This is achieved by firstly calculating the sum of the values for the 8th row, and then calculating the sum for its neighbouring row (row 9). This process is then repeated for every row-wise multiple of 8, where the each sum is added to the accumulated total until the sums of all the rows have been calculated. The same method is then instantiated for the columns, before finally adding the two totals together. This value is the Blockiness of the image.

4. CONCLUSION

Here in this paper we have discussed various steganalysis schemes for breaking steganography. We have been able to see the strengths and weaknesses of various stego-systems, not only from a steganographic viewpoint, but also in terms of how easy the artifacts of embedding can be spotted via steganalysis. By researching both sides of the field in parallel, it has been interesting to note that a trade-off seems to exist. It seems to be the case that the easiest stego-systems to implement, are also the easiest to attack, whereas the more complicated stego-systems are much harder to attack. This of course makes perfect sense as the more complex systems are likely to be so because they embed the message data in a more intricate fashion than the simpler systems.
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